Binary Tree

The Binary tree means that the node can have maximum two children. Here, binary name itself suggests that 'two'; therefore, each node can have either 0, 1 or 2 children.

**Let's understand the binary tree through an example.**
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The above tree is a binary tree because each node contains the utmost two children. The logical representation of the above tree is given below:
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In the above tree, node 1 contains two pointers, i.e., left and a right pointer pointing to the left and right node respectively. The node 2 contains both the nodes (left and right node); therefore, it has two pointers (left and right). The nodes 3, 5 and 6 are the leaf nodes, so all these nodes contain **NULL** pointer on both left and right parts.

### **Properties of Binary Tree**

* At each level of i, the maximum number of nodes is 2i.
* The height of the tree is defined as the longest path from the root node to the leaf node. The tree which is shown above has a height equal to 3. Therefore, the maximum number of nodes at height 3 is equal to (1+2+4+8) = 15. In general, the maximum number of nodes possible at height h is (20 + 21 + 22+….2h) = 2h+1 -1.
* The minimum number of nodes possible at height h is equal to **h+1**.
* If the number of nodes is minimum, then the height of the tree would be maximum. Conversely, if the number of nodes is maximum, then the height of the tree would be minimum.

If there are 'n' number of nodes in the binary tree.

**The minimum height can be computed as:**

As we know that,

n = 2h+1 -1

n+1 = 2h+1

Taking log on both the sides,

log2(n+1) = log2(2h+1)

log2(n+1) = h+1

**h = log2(n+1) - 1**

**The maximum height can be computed as:**

As we know that,

n = h+1

**h= n-1**

**Binary Tree (Array implementation)**
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Given an array that represents a tree in such a way that array indexes are values in tree nodes and array values give the parent node of that particular index (or node). The value of the root node index would always be -1 as there is no parent for root. Construct the standard linked representation of given Binary Tree from this given representation. [Do refer in order to understand how to construct binary tree from given parent array representation](https://www.geeksforgeeks.org/construct-a-binary-tree-from-parent-array-representation/).

**Ways to represent:**

Trees can be represented in two ways as listed below:

1. Dynamic Node Representation [(Linked Representation).](https://www.geeksforgeeks.org/binary-tree-set-1-introduction/)
2. Array Representation (Sequential Representation).

Now, we are going to talk about the sequential representation of the trees.  In order to represent a tree using an array, the numbering of nodes can start either from 0–(n-1) or 1– n, consider the below illustration as follows:

**Illustration:**

A(0)

/ \

B(1) C(2)

/ \ \

D(3) E(4) F(6)

OR,

A(1)

/ \

B(2) C(3)

/ \ \

D(4) E(5) F(7)

**Procedure:**

***Note:****father, left\_son and right\_son are the values of indices of the array.*

**Case 1:** (0—n-1)

if (say)father=p;

then left\_son=(2\*p)+1;

and right\_son=(2\*p)+2;

**Case 2:** 1—n

if (say)father=p;

then left\_son=(2\*p);

and right\_son=(2\*p)+1;

This post is about implementing a binary tree in C using an array. You can visit [Binary Trees](https://www.codesdope.com/blog/article/binary-trees) for the concepts behind binary trees. We will use array representation to make a binary tree in C and then we will implement **inorder**, **preorder** and **postorder** traversals in both the representations and then finish this post by **making a function to calculate the height of the tree**.
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We will use the above tree for the array representation. As discussed in the post [Binary Trees](https://www.codesdope.com/blog/article/binary-trees), the array we will use to represent the above tree will be:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| \0 | D | A | F | E | B | R | T | G | Q | \0 | \0 | V | \0 | J | L |

Let’s start with the first step and make an array.

**#include** *<stdio.h>*

*/\**

*D*

*/ \*

*/ \*

*/ \*

*A F*

*/ \ / \*

*/ \ / \*

*E B R T*

*/ \ / / \*

*G Q V J L*

*\*/*

**int** complete\_node = 15;

**char** tree[] = {'\0', 'D', 'A', 'F', 'E', 'B', 'R', 'T', 'G', 'Q', '\0', '\0', 'V', '\0', 'J', 'L'};

**int** main()

{

**return** 0;

}

int complete\_node = 15 – It is just a variable to keep the total number of nodes if the tree given is a complete binary tree.

char tree[ ] – It is the array which is storing the entire binary tree.

Now, we are ready with a binary tree and the next step is to make the functions to traverse over this binary tree. But before doing so, we need two more functions to get the left and the right children of any node. So, let’s make these functions first.

## **Function to Get Right and Left Children**

**int** get\_right\_child(**int** index)

{

**if**(tree[index]!='\0' && ((2\*index)+1)<=complete\_node)

**return** (2\*index)+1;

**return** -1;

}

tree[index]!='\0' – Checking if the current node is not null.

(2\*index)+1)<=complete\_node – We know that the right child of node ‘i’ is given by (2\*i)+1 but this value must lie within the number of elements in the array. And this condition checks the same.

return (2\*index)+1 – If both the above conditions are satisfied then we are returning the index of the right child.

return -1 – In case of failure, we are returning -1, a negative value to represent failure.

Similarly, we can make a function to get the left child of the tree by using the property that the left child of node ‘i’ of a complete binary tree is given by 2\*i.

**int** get\_left\_child(**int** index)

{

**if**(tree[index]!='\0' && (2\*index)<=complete\_node)

**return** 2\*index;

**return** -1;

}

We are now ready with the functions. So, let’s make the functions to traverse the binary tree.

## **Traversals in Binary Tree**

### **Preorder Traversal**

**void** preorder(**int** index)

{

**if**(index>0 && tree[index]!='\0')

{

printf(" %c\n",tree[index]);

preorder(get\_left\_child(index));

preorder(get\_right\_child(index));

}

}

if(index>0 && tree[index]!='\0') – We are first checking if the index given is valid or not because the functions we made above to get the children of the tree return -1 for an invalid result so, the condition index>0 checks the same. The condition tree[index]!='\0' checks if the node is not null.

printf(" %c\n",tree[index]) – We are first visiting the root.

preorder(get\_left\_child(index)) – Then we are visiting the left child

preorder(get\_right\_child(index)) – And at last, the right child.

These are explained in the [Binary Trees](https://www.codesdope.com/blog/article/binary-trees) post.

Similarly, we can write functions for the postorder and inorder traversals.

### **Postorder Traversal**

**void** postorder(**int** index)

{

**if**(index>0 && tree[index]!='\0')

{

postorder(get\_left\_child(index));

postorder(get\_right\_child(index));

printf(" %c\n",tree[index]);

}

}

### **Inorder Traversal**

**void** inorder(**int** index)

{

**if**(index>0 && tree[index]!='\0')

{

inorder(get\_left\_child(index));

printf(" %c\n",tree[index]);

inorder(get\_right\_child(index));

}

}

Let’s test these function in the main function.

**#include** *<stdio.h>*

*/\**

*D*

*/ \*

*/ \*

*/ \*

*A F*

*/ \ / \*

*/ \ / \*

*E B R T*

*/ \ / / \*

*G Q V J L*

*\*/*

*// variable to store maximum number of nodes*

**int** complete\_node = 15;

*// array to store the tree*

**char** tree[] = {'\0', 'D', 'A', 'F', 'E', 'B', 'R', 'T', 'G', 'Q', '\0', '\0', 'V', '\0', 'J', 'L'};

**int** get\_right\_child(**int** index)

{

*// node is not null*

*// and the result must lie within the number of nodes for a complete binary tree*

**if**(tree[index]!='\0' && ((2\*index)+1)<=complete\_node)

**return** (2\*index)+1;

*// right child doesn't exist*

**return** -1;

}

**int** get\_left\_child(**int** index)

{

*// node is not null*

*// and the result must lie within the number of nodes for a complete binary tree*

**if**(tree[index]!='\0' && (2\*index)<=complete\_node)

**return** 2\*index;

*// left child doesn't exist*

**return** -1;

}

**void** preorder(**int** index)

{

*// checking for valid index and null node*

**if**(index>0 && tree[index]!='\0')

{

printf(" %c ",tree[index]); *// visiting root*

preorder(get\_left\_child(index)); *//visiting left subtree*

preorder(get\_right\_child(index)); *//visiting right subtree*

}

}

**void** postorder(**int** index)

{

*// checking for valid index and null node*

**if**(index>0 && tree[index]!='\0')

{

postorder(get\_left\_child(index)); *//visiting left subtree*

postorder(get\_right\_child(index)); *//visiting right subtree*

printf(" %c ",tree[index]); *//visiting root*

}

}

**void** inorder(**int** index)

{

*// checking for valid index and null node*

**if**(index>0 && tree[index]!='\0')

{

inorder(get\_left\_child(index)); *//visiting left subtree*

printf(" %c ",tree[index]); *//visiting root*

inorder(get\_right\_child(index)); *// visiting right subtree*

}

}

**int** main()

{

printf("Preorder:\n");

preorder(1);

printf("\nPostorder:\n");

postorder(1);

printf("\nInorder:\n");

inorder(1);

    printf("\n");

**return** 0;

}

**Output**:  
Preorder:  
 D  A  E  G  Q  B  F  R  V  T  J  L   
Postorder:  
 G  Q  E  B  A  V  R  J  L  T  F  D   
Inorder:  
 G  E  Q  A  B  D  V  R  F  J  T  L

This post is about implementing a binary tree in C. You can visit [Binary Trees](https://www.codesdope.com/blog/article/binary-trees) for the concepts behind binary trees. We will use linked representation to make a binary tree in C and then we will implement **inorder**, **preorder** and **postorder** traversals and then finish this post by **making a function to calculate the height of the tree**.

The [binary tree](https://www.codesdope.com/blog/article/binary-trees) we will be using in this post is:

![binary tree using linked list](data:image/png;base64,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)

So, let’s make a node using a structure in C.

**struct** node

{

**char** data; *//node will store character*

**struct** node \*right\_child; *// right child*

**struct** node \*left\_child; *// left child*

};

char data – The data which we are going to store in this node is of character type.

struct node \*right\_child – ‘right\_child’ is a pointer to the node (our defined structure). Thus, we will use this to link the current node with its right child.

struct node \*left\_child – Similarly, we will use this to link the current node with its left child.

Now, we have a structure of our node and we need a function to create new nodes to make a tree. So, let’s write it.

**struct** node\* new\_node(**char** data)

{

**struct** node \*p; *// node*

p = malloc(**sizeof**(**struct** node)); *// allocating space to p*

p->data = data; *// assinging data to p*

p->left\_child = NULL; *// making children NULL*

p->right\_child = NULL;

**return**(p); *// returning the newly made node*

}

struct node \*p – ‘\*p’ is a node and ‘p’ is a pointer to the node. It means that p will store the address of the node. Please note that we have just declared a node here and no memory has been yet assigned to store data. Thus, the next task is to allocate the memory to the node and we will do it using the [malloc function](https://www.codesdope.com/c-dynamic-memory/).

p = malloc(sizeof(struct node)) – We are allocating a space in the memory to the node and storing the address of the memory in the variable ‘p’.

p->data = data – Now, we have our node and we also have a space in memory allocated to it. Here, we are just storing data in it.

p->left\_child = NULL – We are making the left child of the node null.

p->right\_child = NULL – Similarly, we also made the right child null.

return(p) – We are just returning the address of the node we created.

## **Traversals in a Binary Tree**

Now, we have made our node and a function to add new nodes. Thus, the next task is to make the tree described in the above picture and implement **inorder**, **postorder** and **preorder** traversals to it. So, let’s first make the tree in the main function.

**int** main()

{

**struct** node \*root; *//new structure*

root = new\_node('D'); *// making a new node*

*/\**

*\_\_\_\_*

*| D |*

*|\_\_\_\_|*

*\*/*

root->left\_child = new\_node('A'); *//left child of root*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|*

*\_\_\_\_ /*

*| A |*

*|\_\_\_\_|*

*\*/*

root->right\_child = new\_node('F'); *//right child of root*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|\*

*\_\_\_\_ / \_\\_\_\_*

*| A | | F |*

*|\_\_\_\_| |\_\_\_\_|*

*\*/*

root->left\_child->left\_child = new\_node('E'); *// new node*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|\*

*\_\_\_\_ / \_\\_\_\_*

*| A | | F |*

*/|\_\_\_\_| |\_\_\_\_|*

*\_\_\_\_/*

*| E |*

*|\_\_\_\_|*

*\*/*

root->left\_child->right\_child = new\_node('B'); *// new node*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|\*

*\_\_\_\_ / \_\\_\_\_*

*| A | | F |*

*/|\_\_\_\_|\ |\_\_\_\_|*

*\_\_\_\_/ \_\\_\_\_*

*| E | | B |*

*|\_\_\_\_| |\_\_\_\_\_|*

*\*/*

}

You can learn the concepts behind the traversals from the post [Binary Trees](https://www.codesdope.com/blog/article/binary-trees).

### **Preorder Traversal**

**void** preorder(**struct** node \*root)

{

**if**(root!=NULL) *// checking if the root is not null*

{

printf(" %c ", root->data); *// printing data at root*

preorder(root->left\_child); *// visiting left child*

preorder(root->right\_child); *// visiting right child*

}

}

In preorder traversal, we first visit the root and then the left subtree and lastly the right subtree. We are doing the same here.

printf(" %c ", root->data) – We are first visiting the root (of the main tree or subtree) or the current node then we will visit its left subtree and then the right subtree.

preorder(root->left\_child) – Then we are visiting the left subtree.

preorder(root->right\_child) – And lastly the right subtree.

### **Postorder Traversal**

**void** postorder(**struct** node \*root)

{

**if**(root!=NULL) *// checking if the root is not null*

{

postorder(root->left\_child); *// visiting left child*

postorder(root->right\_child); *// visiting right child*

printf(" %c ", root->data); *// printing data at root*

}

}

In postorder traversal, we first visit the left subtree and then the right and lastly the node.

### **Inorder Traversal**

**void** inorder(**struct** node \*root)

{

**if**(root!=NULL) *// checking if the root is not null*

{

inorder(root->left\_child); *// visiting left child*

printf(" %c ", root->data); *// printing data at root*

inorder(root->right\_child);*// visiting right child*

}

}

We first visit the left subtree and then root and lastly the right subtree in inorder traversal.

## **Height of a Node or Binary Tree**

Height of a node is 1+ greater heights among the left subtree and the right subtree. Also, the height of a leaf node or a null node is 0. Thus, we first write a function to identify a leaf node.

### **Function to Identify Leaves in Binary Tree**

**int** is\_leaf(**struct** node \*a)

{

**if**(a->right\_child==NULL && a->left\_child==NULL)

**return** 1;

**return** 0;

}

Checking for a leaf node is simple. If both the children of a node are null then it is a leaf node. We are checking the same with – if(a->right\_child==NULL && a->left\_child==NULL).

Now, we are ready to write a function to get the height of any node of tree.

*// function to return maximum of two numbers*

**int** get\_max(**int** a, **int** b)

{

**return** (a>b) ? a : b;

}

*//function to get the height of a tree or node*

**int** get\_height(**struct** node \*a)

{

**if**(a==NULL || is\_leaf(a)) *// height will be 0 if the node is leaf or null*

**return** 0;

*//height of a node will be 1+ greater among height of right subtree and height of left subtree*

**return**(get\_max(get\_height(a->left\_child), get\_height(a->right\_child)) + 1);

}

‘get\_max’ is a function to determine the greater number of the two numbers passed to it.

‘get\_height’ is the function to calculate the height of the tree. We are first checking for a null node or leaf node with if(a==NULL || is\_leaf(a)). In both cases, the height will be 0. Else, the height will be 1+maximum among the heights of left and the right subtrees – get\_max(get\_height(a->left\_child), get\_height(a->right\_child)) + 1.

Let’s implement the above concepts and see the result.

**#include** *<stdio.h>*

**#include** *<stdlib.h>*

*/\**

*D*

*/ \*

*/ \*

*/ \*

*A F*

*/ \*

*/ \*

*E B*

*\*/*

**struct** node

{

**char** data; *//node will store character*

**struct** node \*right\_child; *// right child*

**struct** node \*left\_child; *// left child*

};

**struct** node\* new\_node(**char** data)

{

**struct** node \*p; *// node*

p = malloc(**sizeof**(**struct** node)); *// allocating space to p*

p->data = data; *// assinging data to p*

p->left\_child = NULL; *// making children NULL*

p->right\_child = NULL;

**return**(p); *// returning the newly made node*

}

**void** preorder(**struct** node \*root)

{

**if**(root!=NULL) *// checking if the root is not null*

{

printf(" %c ", root->data); *// printing data at root*

preorder(root->left\_child); *// visiting left child*

preorder(root->right\_child); *// visiting right child*

}

}

**void** postorder(**struct** node \*root)

{

**if**(root!=NULL) *// checking if the root is not null*

{

postorder(root->left\_child); *// visiting left child*

postorder(root->right\_child); *// visiting right child*

printf(" %c ", root->data); *// printing data at root*

}

}

**void** inorder(**struct** node \*root)

{

**if**(root!=NULL) *// checking if the root is not null*

{

inorder(root->left\_child); *// visiting left child*

printf(" %c ", root->data); *// printing data at root*

inorder(root->right\_child);*// visiting right child*

}

}

**int** is\_leaf(**struct** node \*a)

{

**if**(a->right\_child==NULL && a->left\_child==NULL)

**return** 1;

**return** 0;

}

*// function to return maximum of two numbers*

**int** get\_max(**int** a, **int** b)

{

**return** (a>b) ? a : b;

}

*//function to get the height of a tree or node*

**int** get\_height(**struct** node \*a)

{

**if**(a==NULL || is\_leaf(a)) *// height will be 0 if the node is leaf or null*

**return** 0;

*//height of a node will be 1+ greater among height of right subtree and height of left subtree*

**return**(get\_max(get\_height(a->left\_child), get\_height(a->right\_child)) + 1);

}

**int** main()

{

**struct** node \*root; *//new structure*

root = new\_node('D'); *// making a new node*

*/\**

*\_\_\_\_*

*| D |*

*|\_\_\_\_|*

*\*/*

root->left\_child = new\_node('A'); *//left child of root*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|*

*\_\_\_\_ /*

*| A |*

*|\_\_\_\_|*

*\*/*

root->right\_child = new\_node('F'); *//right child of root*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|\*

*\_\_\_\_ / \_\\_\_\_*

*| A | | F |*

*|\_\_\_\_| |\_\_\_\_|*

*\*/*

root->left\_child->left\_child = new\_node('E'); *// new node*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|\*

*\_\_\_\_ / \_\\_\_\_*

*| A | | F |*

*/|\_\_\_\_| |\_\_\_\_|*

*\_\_\_\_/*

*| E |*

*|\_\_\_\_|*

*\*/*

root->left\_child->right\_child = new\_node('B'); *// new node*

*/\**

*\_\_\_\_*

*| D |*

*/|\_\_\_\_|\*

*\_\_\_\_ / \_\\_\_\_*

*| A | | F |*

*/|\_\_\_\_|\ |\_\_\_\_|*

*\_\_\_\_/ \_\\_\_\_*

*| E | | B |*

*|\_\_\_\_| |\_\_\_\_\_|*

*\*/*

preorder(root);

printf("\n");

postorder(root);

printf("\n");

inorder(root);

printf("\n");

printf("%d\n", get\_height(root));

**return** 0;

}

**Output**:  
 D  A  E  B  F   
 E  B  A  F  D   
 E  A  B  D  F   
2

# Graph representation

A graph is a data structure that consist a sets of vertices (called nodes) and edges. There are two ways to store Graphs into the computer's memory:

* **Sequential representation** (or, Adjacency matrix representation)
* **Linked list representation** (or, Adjacency list representation)

In sequential representation, an adjacency matrix is used to store the graph. Whereas in linked list representation, there is a use of an adjacency list to store the graph.

In this tutorial, we will discuss each one of them in detail.

Now, let's start discussing the ways of representing a graph in the data structure.

Sequential representation

In sequential representation, there is a use of an adjacency matrix to represent the mapping between vertices and edges of the graph. We can use an adjacency matrix to represent the undirected graph, directed graph, weighted directed graph, and weighted undirected graph.

If adj[i][j] = w, it means that there is an edge exists from vertex i to vertex j with weight w.

An entry Aij in the adjacency matrix representation of an undirected graph G will be 1 if an edge exists between Vi and Vj. If an Undirected Graph G consists of n vertices, then the adjacency matrix for that graph is n x n, and the matrix A = [aij] can be defined as -

aij = 1 {if there is a path exists from Vi to Vj}

aij = 0 {Otherwise}

It means that, in an adjacency matrix, 0 represents that there is no association exists between the nodes, whereas 1 represents the existence of a path between two edges.

If there is no self-loop present in the graph, it means that the diagonal entries of the adjacency matrix will be 0.

Now, let's see the adjacency matrix representation of an undirected graph.
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In the above figure, an image shows the mapping among the vertices (A, B, C, D, E), and this mapping is represented by using the adjacency matrix.

There exist different adjacency matrices for the directed and undirected graph. In a directed graph, an entry Aij will be 1 only when there is an edge directed from Vi to Vj.

Adjacency matrix for a directed graph

In a directed graph, edges represent a specific path from one vertex to another vertex. Suppose a path exists from vertex A to another vertex B; it means that node A is the initial node, while node B is the terminal node.

Consider the below-directed graph and try to construct the adjacency matrix of it.
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In the above graph, we can see there is no self-loop, so the diagonal entries of the adjacent matrix are 0.

**Adjacency matrix for a weighted directed graph**

It is similar to an adjacency matrix representation of a directed graph except that instead of using the '1' for the existence of a path, here we have to use the weight associated with the edge. The weights on the graph edges will be represented as the entries of the adjacency matrix. We can understand it with the help of an example. Consider the below graph and its adjacency matrix representation. In the representation, we can see that the weight associated with the edges is represented as the entries in the adjacency matrix.
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In the above image, we can see that the adjacency matrix representation of the weighted directed graph is different from other representations. It is because, in this representation, the non-zero values are replaced by the actual weight assigned to the edges.

Adjacency matrix is easier to implement and follow. An adjacency matrix can be used when the graph is dense and a number of edges are large.

Though, it is advantageous to use an adjacency matrix, but it consumes more space. Even if the graph is sparse, the matrix still consumes the same space.

Linked list representation

An adjacency list is used in the linked representation to store the Graph in the computer's memory. It is efficient in terms of storage as we only have to store the values for edges.

Let's see the adjacency list representation of an undirected graph.
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In the above figure, we can see that there is a linked list or adjacency list for every node of the graph. From vertex A, there are paths to vertex B and vertex D. These nodes are linked to nodes A in the given adjacency list.

An adjacency list is maintained for each node present in the graph, which stores the node value and a pointer to the next adjacent node to the respective node. If all the adjacent nodes are traversed, then store the NULL in the pointer field of the last node of the list.

The sum of the lengths of adjacency lists is equal to twice the number of edges present in an undirected graph.

Now, consider the directed graph, and let's see the adjacency list representation of that graph.
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For a directed graph, the sum of the lengths of adjacency lists is equal to the number of edges present in the graph.

Now, consider the weighted directed graph, and let's see the adjacency list representation of that graph.
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In the case of a weighted directed graph, each node contains an extra field that is called the weight of the node.

In an adjacency list, it is easy to add a vertex. Because of using the linked list, it also saves space.

Implementation of adjacency matrix representation of Graph

Now, let's see the implementation of adjacency matrix representation of graph in C.

In this program, there is an adjacency matrix representation of an undirected graph. It means that if there is an edge exists from vertex A to vertex B, there will also an edge exists from vertex B to vertex A.

Here, there are four vertices and five edges in the graph that are non-directed.

1. /\* Adjacency Matrix representation of an undirected graph in C \*/
3. #include <stdio.h>
4. #define V 4 /\* number of vertices in the graph \*/
6. /\* function to initialize the matrix to zero \*/
7. **void** init(**int** arr[][V]) {
8. **int** i, j;
9. **for** (i = 0; i < V; i++)
10. **for** (j = 0; j < V; j++)
11. arr[i][j] = 0;
12. }
14. /\* function to add edges to the graph \*/
15. **void** insertEdge(**int** arr[][V], **int** i, **int** j) {
16. arr[i][j] = 1;
17. arr[j][i] = 1;
18. }
20. /\* function to print the matrix elements \*/
21. **void** printAdjMatrix(**int** arr[][V]) {
22. **int** i, j;
23. **for** (i = 0; i < V; i++) {
24. printf("%d: ", i);
25. **for** (j = 0; j < V; j++) {
26. printf("%d ", arr[i][j]);
27. }
28. printf("\n");
29. }
30. }
32. **int** main() {
33. **int** adjMatrix[V][V];
35. init(adjMatrix);
36. insertEdge(adjMatrix, 0, 1);
37. insertEdge(adjMatrix, 0, 2);
38. insertEdge(adjMatrix, 1, 2);
39. insertEdge(adjMatrix, 2, 0);
40. insertEdge(adjMatrix, 2, 3);
42. printAdjMatrix(adjMatrix);
44. **return** 0;
45. }

**Output:**

After the execution of the above code, the output will be -
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[**Graph**](https://www.geeksforgeeks.org/graph-data-structure-and-algorithms/) is a non-linear data structure that contains nodes (vertices) and edges. A graph is a collection of set of vertices and edges (formed by connecting two vertices). A graph is defined as **G = {V, E}** where **V** is the set of vertices and **E** is the set of edges.

 Graphs can be used to model a wide variety of real-world problems, including social networks, transportation networks, and communication networks. They can be represented in various ways, such as by a set of vertices and a set of edges, or by a matrix or an adjacency list. The two most common types of graphs are directed and undirected graphs.

Terminologies of Graphs:

.An edge is one of the two primary units used to form graphs. Each edge has two ends, which are vertices to which it is attached.

.If two vertices are endpoints of the same edge, they are adjacent.

.A vertex’s outgoing edges are directed edges that point to the origin.

.A vertex’s incoming edges are directed edges that point to the vertex’s destination.

.The total number of edges occurring to a vertex in a graph is its degree.

.A vertex with an in-degree of zero is referred to as a source vertex, while one with an out-degree of zero is known as sink vertex.

.A path is a set of alternating vertices and edges, with each vertex connected by an edge.

.The path that starts and finishes at the same vertex is known as a cycle.

.A path with unique vertices is called a simple path.

.A spanning subgraph that is also a tree is known as a spanning tree.

.A connected component is the unconnected graph’s most connected subgraph.

.A bridge, which is an edge of removal, would sever the graph.

.Forest is a graph without a cycle.

**Graph Representation**:

Graph can be represented in the following ways:

1. **Set Representation:**Set representation of a graph involves two sets: Set of vertices **V = {V1, V2, V3, V4}** and set of edges**E = {{V1, V2}, {V2, V3}, {V3, V4}, {V4, V1}}**. This representation is efficient for memory but does not allow parallel edges.
2. **Sequential Representation:**This representation of a graph can be represented by means of matrices: Adjacency Matrix, Incidence matrix and Path matrix.
   * **Adjacency Matrix:** This matrix includes information about the adjacent nodes. Here, **aij = 1** if there is an edge from**Vi** to **Vj**otherwise **0**. It is a matrix of order **V×V**.
   * **Incidence Matrix:** This matrix includes information about the incidence of edges on the nodes. Here, **aij = 1** if the**jth** edge **Ej**is incident on **ith** vertex **Vi**otherwise**0**. It is a matrix of order**V×E.**
   * **Path Matrix:**This matrix includes information about the simple path between two vertices. Here, **Pij = 1** if there is a path from **Vi**to **Vj** otherwise **0**. It is also called as reachability matrix of graph **G**.
3. **Linked Representation:**This representation gives the information about the nodes to which a specific node is connected i.e. adjacency lists. This representation gives the adjacency lists of the vertices with the help of array and linked lists. In the adjacency lists, the vertices which are connected with the specific vertex are arranged in the form of lists which is connected to that vertex.

**Real-Time Applications of Graph:**

* **Social media analysis**: Social media platforms generate vast amounts of data in real-time, which can be analyzed using graphs to identify trends, sentiment, and key influencers. This can be useful for marketing, customer service, and reputation management.
* **Network monitoring:** Graphs can be used to monitor network traffic in real-time, allowing network administrators to identify potential bottlenecks, security threats, and other issues. This is critical for ensuring the smooth operation of complex networks.
* **Financial trading:** Graphs can be used to analyze real-time financial data, such as stock prices and market trends, to identify patterns and make trading decisions. This is particularly important for high-frequency trading, where even small delays can have a significant impact on profits.
* **Internet of Things (IoT) management:**IoT devices generate vast amounts of data in real-time, which can be analyzed using graphs to identify patterns, optimize performance, and detect anomalies. This is important for managing large-scale IoT deployments.
* **Autonomous vehicles:** Graphs can be used to model the real-time environment around autonomous vehicles, allowing them to navigate safely and efficiently. This requires real-time data from sensors and other sources, which can be processed using graph algorithms.
* **Disease surveillance**: Graphs can be used to model the spread of infectious diseases in real-time, allowing health officials to identify outbreaks and implement effective containment strategies. This is particularly important during pandemics or other public health emergencies.
* The best example of graphs in the real world is Facebook. Each person on Facebook is a node and is connected through edges. Thus, A is a friend of B. B is a friend of C, and so on.

**Advantages of Graph:**

* **Representing complex data:** Graphs are effective tools for representing complex data, especially when the relationships between the data points are not straightforward. They can help to uncover patterns, trends, and insights that may be difficult to see using other methods.
* **Efficient data processing:** Graphs can be processed efficiently using graph algorithms, which are specifically designed to work with graph data structures. This makes it possible to perform complex operations on large datasets quickly and effectively.
* **Network analysis:**Graphs are commonly used in network analysis to study relationships between individuals or organizations, as well as to identify important nodes and edges in a network. This is useful in a variety of fields, including social sciences, business, and marketing.
* **Pathfinding:**Graphs can be used to find the shortest path between two points, which is a common problem in computer science, logistics, and transportation planning.
* **Visualization**: Graphs are highly visual, making it easy to communicate complex data and relationships in a clear and concise way. This makes them useful for presentations, reports, and data analysis.
* **Machine** **learning**: Graphs can be used in machine learning to model complex relationships between variables, such as in recommendation systems or fraud detection.
* Graphs are used in computer science to depict the flow of computation.
* Users on Facebook are referred to as vertices, and if they are friends, there is an edge connecting them. The Friend Suggestion system on Facebook is based on graph theory.
* You come across the Resources Allocation Graph in the Operating System, where each process and resource are regarded vertically. Edges are drawn from resources to assigned functions or from the requesting process to the desired resources. A stalemate will develop if this results in the establishment of a cycle.
* Web pages are referred to as vertices on the World Wide Web. Suppose there is a link from page A to page B that can represent an edge. this application is an illustration of a directed graph.
* Graph transformation systems manipulate graphs in memory using rules, Graph databases store and query graph-structured data in a transaction-safe, perment manner.

**Disadvantages of Graph:**

* **Limited representation:**Graphs can only represent relationships between objects, and not their properties or attributes. This means that in order to fully understand the data, it may be necessary to supplement the graph with additional information.
* **Difficulty in interpretation:** Graphs can be difficult to interpret, especially if they are large or complex. This can make it challenging to extract meaningful insights from the data, and may require advanced analytical techniques or domain expertise.
* **Scalability issue**s: As the number of nodes and edges in a graph increases, the processing time and memory required to analyze it also increases. This can make it difficult to work with large or complex graphs.
* **Data quality issues**: Graphs are only as good as the data they are based on, and if the data is incomplete, inconsistent, or inaccurate, the graph may not accurately reflect the relationships between obje

A **stack** is a linear data structure that follows the **LIFO (Last In First Out)** principle. It is used to store and retrieve data in a specific order. [The stack data structure can be implemented using an array or a linked list 1](https://www.simplilearn.com/tutorials/data-structure-tutorial/stacks-in-data-structures)[2](https://www.programiz.com/dsa/stack).

In an array-based implementation, the stack is formed by using the array. All the operations regarding the stack are performed using arrays. Adding an element into the top of the stack is referred to as push operation. Push operation involves following two steps:

1. Incrementing the value of top.
2. [Placing the new element in the position pointed to by top](https://www.simplilearn.com/tutorials/data-structure-tutorial/stacks-in-data-structures) [3](https://www.javatpoint.com/ds-array-implementation-of-stack).

Removing an element from the top of the stack is referred to as pop operation. Pop operation involves following two steps:

1. Returning the element pointed to by top.
2. [Decrementing the value of top](https://www.simplilearn.com/tutorials/data-structure-tutorial/stacks-in-data-structures) [3](https://www.javatpoint.com/ds-array-implementation-of-stack).

The basic operations that allow us to perform different actions on a stack are:

* Push: Add an element to the top of a stack.
* Pop: Remove an element from the top of a stack.
* IsEmpty: Check if the stack is empty.
* IsFull: Check if the stack is full.
* [Peek: Get the value of the top element without removing it](https://www.simplilearn.com/tutorials/data-structure-tutorial/stacks-in-data-structures) [2](https://www.programiz.com/dsa/stack)[4](https://www.geeksforgeeks.org/introduction-to-stack-data-structure-and-algorithm-tutorials/).

[Stacks are used in many applications such as reversing a word, checking for balanced parentheses, and evaluating postfix expressions](https://www.simplilearn.com/tutorials/data-structure-tutorial/stacks-in-data-structures) [1](https://www.simplilearn.com/tutorials/data-structure-tutorial/stacks-in-data-structures).

I hope this helps!
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First, we need to define the maximum size of the stack and declare an array to hold the stack elements. The stack is represented by an array named stack with a fixed size, defined by the constant MAX. We also need an integer variable top to keep track of the index of the topmost element in the stack.

Example:

#define MAX 10

int stack[MAX];

int top = -1;

In the above code, the top variable is initialized to -1 to indicate that the stack is empty. When the top is set to -1, it means there are no elements in the stack, and the first element has not been added yet.

When you push the first element onto the stack, the top is incremented using the pre-increment operator (++top). Therefore, when the first element is added, the top will become 0, pointing to the first position in the array.

## Step 2: Implement the push Function

The push() function adds an element to the top of the stack. Before pushing the element, we need to check if the stack is full. If the stack is full (top == MAX - 1), we display an error message. Otherwise, we increment the top and add the element to the stack.

Example:

void push(int value) {

if (top == MAX - 1) {

printf("Error: Stack overflow!\n");

return;

}

stack[++top] = value;

}

The condition top == MAX - 1 checks if the stack is full. Since array indices start at 0, the maximum index in the array is MAX - 1. If top is equal to MAX - 1, it means that the stack is at its maximum capacity, and no more elements can be added (pushed) onto the stack. In this case, a stack overflow error message is displayed to inform the user that the stack is full.

The stack[++top] = value; increments the top index and stores the new element (the value variable) at the updated position in the stack array.

## Step 3: Implement the pop Function

The pop() function removes the top element from the stack and returns it. Before popping the element, we must check if the stack is empty. If the stack is empty (top == -1), we display an error message. Otherwise, we return the top element and decrement the top.

int pop() {

if (top == -1) {

printf("Error: Stack underflow!\n");

return -1;

}

return stack[top--];

}

## Step 4: Implement the main Function

The main() function provides a simple menu-driven interface for users to interact with the stack. The user can choose between pushing an element, popping an element, or exiting the program. Error messages are displayed in case of a stack overflow or stack underflow.

Example:

#include <stdio.h>

#include <stdlib.h>

#define MAX 10

int stack[MAX];

int top = -1;

void push(int value) {

if (top == MAX - 1) {

printf("Error: Stack overflow!\n");

return;

}

stack[++top] = value;

}

int pop() {

if (top == -1) {

printf("Error: Stack underflow!\n");

return -1;

}

return stack[top--];

}

int main() {

int choice, value;

while (1) {

printf("1. Push\n2. Pop\n3. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter value to push: ");

scanf("%d", &value);

push(value);

break;

case 2:

value = pop();

if (value != -1) {

printf("Popped value: %d\n", value);

}

break;

case 3:

default:

printf("Invalid choice!\n");

}

}

return 0;

# exit(0); Linked list implementation of stack

Instead of using array, we can also use linked list to implement stack. Linked list allocates the memory dynamically. However, time complexity in both the scenario is same for all the operations i.e. push, pop and peek.

In linked list implementation of stack, the nodes are maintained non-contiguously in the memory. Each node contains a pointer to its immediate successor node in the stack. Stack is said to be overflown if the space left in the memory heap is not enough to create a node.
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The top most node in the stack always contains null in its address field. Lets discuss the way in which, each operation is performed in linked list implementation of stack.

## **Adding a node to the stack (Push operation)**

Adding a node to the stack is referred to as **push** operation. Pushing an element to a stack in linked list implementation is different from that of an array implementation. In order to push an element onto the stack, the following steps are involved.

1. Create a node first and allocate memory to it.
2. If the list is empty then the item is to be pushed as the start node of the list. This includes assigning value to the data part of the node and assign null to the address part of the node.
3. If there are some nodes in the list already, then we have to add the new element in the beginning of the list (to not violate the property of the stack). For this purpose, assign the address of the starting element to the address field of the new node and make the new node, the starting node of the list.

**Time Complexity : o(1)**

1. **void** push ()
2. {
3. **int** val;
4. struct node \*ptr =(struct node\*)malloc(sizeof(struct node));
5. **if**(ptr == NULL)
6. {
7. printf("not able to push the element");
8. }
9. **else**
10. {
11. printf("Enter the value");
12. scanf("%d",&val);
13. **if**(head==NULL)
14. {
15. ptr->val = val;
16. ptr -> next = NULL;
17. head=ptr;
18. }
19. **else**
20. {
21. ptr->val = val;
22. ptr->next = head;
23. head=ptr;
25. }
26. printf("Item pushed");
28. }
29. }

## **Deleting a node from the stack (POP operation)**

Deleting a node from the top of stack is referred to as **pop** operation. Deleting a node from the linked list implementation of stack is different from that in the array implementation. In order to pop an element from the stack, we need to follow the following steps :

* 1. **Check for the underflow condition:** The underflow condition occurs when we try to pop from an already empty stack. The stack will be empty if the head pointer of the list points to null.
  2. **Adjust the head pointer accordingly:** In stack, the elements are popped only from one end, therefore, the value stored in the head pointer must be deleted and the node must be freed. The next node of the head node now becomes the head node.

**Time Complexity : o(n)**

### **C implementation**

* 1. **void** pop()
  2. {
  3. **int** item;
  4. struct node \*ptr;
  5. **if** (head == NULL)
  6. {
  7. printf("Underflow");
  8. }
  9. **else**
  10. {
  11. item = head->val;
  12. ptr = head;
  13. head = head->next;
  14. free(ptr);
  15. printf("Item popped");
  17. }
  18. }

## **Display the nodes (Traversing)**

Displaying all the nodes of a stack needs traversing all the nodes of the linked list organized in the form of stack. For this purpose, we need to follow the following steps.

* 1. Copy the head pointer into a temporary pointer.
  2. Move the temporary pointer through all the nodes of the list and print the value field attached to every node.

**Time Complexity : o(n)**

### **C Implementation**

* 1. **void** display()
  2. {
  3. **int** i;
  4. struct node \*ptr;
  5. ptr=head;
  6. **if**(ptr == NULL)
  7. {
  8. printf("Stack is empty\n");
  9. }
  10. **else**
  11. {
  12. printf("Printing Stack elements \n");
  13. **while**(ptr!=NULL)
  14. {
  15. printf("%d\n",ptr->val);
  16. ptr = ptr->next;
  17. }
  18. }
  19. }

# Queue

1. A queue can be defined as an ordered list which enables insert operations to be performed at one end called **REAR** and delete operations to be performed at another end called **FRONT**.

2. Queue is referred to be as First In First Out list.

3. For example, people waiting in line for a rail ticket form a queue.
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## **Applications of Queue**

Due to the fact that queue performs actions on first in first out basis which is quite fair for the ordering of actions. There are various applications of queues discussed as below.

1. Queues are widely used as waiting lists for a single shared resource like printer, disk, CPU.
2. Queues are used in asynchronous transfer of data (where data is not being transferred at the same rate between two processes) for eg. pipes, file IO, sockets.
3. Queues are used as buffers in most of the applications like MP3 media player, CD player, etc.
4. Queue are used to maintain the play list in media players in order to add and remove the songs from the play-list.
5. Queues are used in operating systems for handling interrupts.

## **Using Array:**

1. To implement a queue in C using an array, first define the queue's maximum size and declare an array of that size. The front and back integers were respectively set to 1. The front variable represents the front element of the queue, and the back variable represents the back element.
2. Before pushing the new element to the final position of the queue, we need to increase the back variable by 1. The queue is now full and no other additional elements can be added when the back position is reaching the queue's maximum capacity. We add an element to the front of the queue and increase the front variable by one only to remove an element from the queue. If the front and rear positions are equal and no more components can be deleted, hence we can say that the queue is empty.
3. Below is an instance of a queue written in C that makes use of an array:
4. #define MAX\_SIZE 100
6. **int** queue[MAX\_SIZE];
7. **int** front = -1;
8. **int** rear = -1;
10. **void** enqueue(**int** element) {
11. **if** (rear == MAX\_SIZE - 1) {
12. printf("Queue is full");
13. **return**;
14. }
15. **if** (front == -1) {
16. front = 0;
17. }
18. rear++;
19. queue[rear] = element;
20. }
22. **int** dequeue() {
23. **if** (front == -1 || front > rear) {
24. printf("Queue is empty");
25. **return** -1;
26. }
27. **int** element = queue[front];
28. front++;
29. **return** element;
30. }
32. **int** main() {
33. enqueue(10);
34. enqueue(20);
35. enqueue(30);
36. printf("%d ", dequeue());
37. printf("%d ", dequeue());
38. printf("%d ", dequeue());
39. printf("%d ", dequeue());
40. **return** 0;
41. }

The output of the code will be:

**Output:**

10 20 30 Queue is empty-1

**Explanation:**

1. First, we enqueue three elements 10, 20 and 30 into the queue.
2. Then, we dequeue and print the front element of the queue, which is 10.
3. Next, we dequeue and print the front element of the queue again, which is 20.
4. Then, we dequeue and print the front element of the queue again, which is 30.
5. Finally, we make a dequeue from an empty queue that outputs "Queue is empty" and returns -1.

Using Linked List:

Another alternate approach to constructing a queue in the programming language C is using a linked list. Each of the nodes in the queue is expressed using this method by a node which contains the element value and a pointer to the following node in the queue. In order to keep track of the first and last nodes in the queue, respectively, front and rear pointers are used.

We establish a new node with the element value and set its next pointer to NULL to add an element to the queue. To the new node, we set the front and rear pointers if the queue is empty. If not, we update the rear pointer and set the old rear node's next pointer to point to the new node.

When deleting a node from a queue, the preceding node is deleted first, then the front pointer is updated to the subsequent node in the queue, and finally the memory that the removed node was occupying is released. If the front pointer is NULL after removal, the queue is empty.

Here's an example of a queue implemented in C using a linked list:

**C Programming Language:**

1. #include<stdio.h>
2. #include <stdlib.h>
4. **struct** Node {
5. **int** data;
6. **struct** Node\* next;
7. };
9. **struct** Node\* front = NULL;
10. **struct** Node\* rear = NULL;
12. **void** enqueue(**int** element) {
13. **struct** Node\* new\_node = (**struct** Node\*)malloc(**sizeof**(**struct** Node));
14. new\_node->data = element;
15. new\_node->next = NULL;
16. **if** (front == NULL && rear == NULL) {
17. front = rear = new\_node;
18. **return**;
19. }
20. rear->next = new\_node;
21. rear = new\_node;
22. }
24. **int** dequeue() {
25. **if** (front == NULL) {
26. printf("Queue is empty");
27. **return** -1;
28. }
29. **struct** Node\* temp = front;
30. **int** element = temp->data;
31. **if** (front == rear) {
32. front = rear = NULL;
33. }
34. **else** {
35. front = front->next;
36. }
37. free(temp);
38. **return** element;
39. }
41. **int** main() {
42. enqueue(10);
43. enqueue(20);
44. enqueue(30);
45. printf("%d ", dequeue());
46. printf("%d ", dequeue());
47. printf("%d ", dequeue());
48. printf("%d ", dequeue());
49. **return** 0;
50. }

The output of the code will be:

**Output:**

10 20 30 Queue is empty-1

**Explanation:**

1. First, we enqueue three elements 10, 20 and 30 into the queue.
2. Then, we dequeue and print the front element of the queue, which is 10.
3. Next, we dequeue and print the front element of the queue again, which is 20.
4. Then, we dequeue and print the front element of the queue again, which is 30.
5. Finally, we try to dequeue from the empty queue, which prints the message "Queue is empty" and returns -1.

Advantages:

* Queues are particularly useful for implementing algorithms that require elements to be processed in a precise sequence, such as breadth-first search and task scheduling.
* Because queue operations have an O(1) time complexity, they can be executed fast even on enormous queues.
* Queues are particularly flexible since they may be simply implemented using an array or a linked list.

Disadvantages:

* A queue, unlike a stack, cannot be constructed with a single pointer, making queue implementation slightly more involved.
* If the queue is constructed as an array, it might soon fill up if too many elements are added, resulting in performance concerns or possibly a crash.
* When utilising a linked list to implement the queue, the memory overhead of each node can be significant, especially for small elements.
* Queues are a fundamental data structure used in computer science to manage and store data. They are used in various applications, from operating systems to networking systems, and are widely regarded as essential tools for software development. However, like any tool, there are some drawbacks and limitations of queues. In this article, we will explore the disadvantages of queues.
* [One of the limitations of queues is that they do not allow for random access to elements 1](https://www.prepbytes.com/blog/queues/what-are-the-drawbacks-of-simple-queues-in-data-structures/). [Another limitation is that queues have a limited capacity, and once that capacity is reached, new elements cannot be added until some elements are removed from the queue 1](https://www.prepbytes.com/blog/queues/what-are-the-drawbacks-of-simple-queues-in-data-structures/)[2](https://www.geeksforgeeks.org/applications-advantages-and-disadvantages-of-queue/). [Searching an element in a queue takes O(N) time](https://www.prepbytes.com/blog/queues/what-are-the-drawbacks-of-simple-queues-in-data-structures/) [2](https://www.geeksforgeeks.org/applications-advantages-and-disadvantages-of-queue/).
* In summary, simple queues have some limitations that should be considered when designing software systems. However, they remain an important tool for managing and storing data in many applications.
* [1](https://www.prepbytes.com/blog/queues/what-are-the-drawbacks-of-simple-queues-in-data-structures/): [Prepbytes](https://www.prepbytes.com/blog/queues/what-are-the-drawbacks-of-simple-queues-in-data-structures/)[2](https://www.geeksforgeeks.org/applications-advantages-and-disadvantages-of-queue/): [GeeksforGeeks](https://www.geeksforgeeks.org/applications-advantages-and-disadvantages-of-queue/)

### Disadvantages of Queues

Here are some disadvantages of queues that should be considered:

1. **Limited random access:** One of the limitations of queues is that they do not allow for random access to elements. This means that you cannot access or modify elements in the middle of the queue without first removing all the elements in front of it. This limitation can be problematic in certain scenarios where random access is needed.
2. **Limited capacity:** Queues have a limited capacity, and once that capacity is reached, new elements cannot be added until existing elements are removed. This limitation can lead to a situation where the queue is full, but new elements need to be added, resulting in overflow and data loss.
3. **Not suitable for search operations:** One of the drawbacks of Queues is that they are not suitable for search operations since they follow the FIFO (First In First Out) principle. If you need to search for a specific element in the queue, you will have to dequeue each element until you find the desired element.
4. **Overhead memory:** Queues require a significant amount of overhead memory to store the pointers that connect the elements. This overhead memory can be wasteful if you need to store a large number of small elements.
5. **Synchronization issues:** In a multithreaded environment, queues can have synchronization issues. If multiple threads try to access and modify the same queue simultaneously, it can result in race conditions and other synchronization problems.

# An Introduction to Data Structures

1. Since the invention of computers, people have been using the term "**Data**" to refer to Computer Information, either transmitted or stored. However, there is data that exists in order types as well. Data can be numbers or texts written on a piece of paper, in the form of bits and bytes stored inside the memory of electronic devices, or facts stored within a person's mind. As the world started modernizing, this data became a significant aspect of everyone's day-to-day life, and various implementations allowed them to store it differently.
2. **Data** is a collection of facts and figures or a set of values or values of a specific format that refers to a single set of item values. The data items are then classified into sub-items, which is the group of items that are not known as the simple primary form of the item.
3. Let us consider an example where an employee name can be broken down into three sub-items: First, Middle, and Last. However, an ID assigned to an employee will generally be considered a single item.

## **What is Data Structure?**

**Data Structure** is a branch of Computer Science. The study of data structure allows us to understand the organization of data and the management of the data flow in order to increase the efficiency of any process or program. Data Structure is a particular way of storing and organizing data in the memory of the computer so that these data can easily be retrieved and efficiently utilized in the future when required. The data can be managed in various ways, like the logical or mathematical model for a specific organization of data is known as a data structure.

The scope of a particular data model depends on two factors:

1. First, it must be loaded enough into the structure to reflect the definite correlation of the data with a real-world object.
2. Second, the formation should be so straightforward that one can adapt to process the data efficiently whenever necessary.

Some examples of Data Structures are Arrays, Linked Lists, Stack, Queue, Trees, etc. Data Structures are widely used in almost every aspect of Computer Science, i.e., Compiler Design, Operating Systems, Graphics, Artificial Intelligence, and many more.

Data Structures are the main part of many Computer Science Algorithms as they allow the programmers to manage the data in an effective way. It plays a crucial role in improving the performance of a program or software, as the main objective of the software is to store and retrieve the user's data as fast as possible.

## **Basic Terminologies related to Data Structures**

Data Structures are the building blocks of any software or program. Selecting the suitable data structure for a program is an extremely challenging task for a programme

Why should we learn Data Structures?

1. Data Structures and Algorithms are two of the key aspects of Computer Science.
2. Data Structures allow us to organize and store data, whereas Algorithms allow us to process that data meaningfully.
3. Learning Data Structures and Algorithms will help us become better Programmers.
4. We will be able to write code that is more effective and reliable.
5. We will also be able to solve problems more quickly and efficiently.

Understanding the Objectives of Data Structures

Data Structures satisfy two complementary objectives:

1. **Correctness:** Data Structures are designed to operate correctly for all kinds of inputs based on the domain of interest. In order words, correctness forms the primary objective of Data Structure, which always depends upon the problems that the Data Structure is meant to solve.
2. **Efficiency:** Data Structures also requires to be efficient. It should process the data quickly without utilizing many computer resources like memory space. In a real-time state, the efficiency of a data structure is a key factor in determining the success and failure of the process.

## **Understanding some Key Features of Data Structures**

Some of the Significant Features of Data Structures are:

1. **Robustness:** Generally, all computer programmers aim to produce software that yields correct output for every possible input, along with efficient execution on all hardware platforms. This type of robust software must manage both valid and invalid inputs.
2. **Adaptability:** Building software applications like Web Browsers, Word Processors, and Internet Search Engine include huge software systems that require correct and efficient working or execution for many years. Moreover, software evolves due to emerging technologies or ever-changing market conditions.
3. **Reusability:** The features like Reusability and Adaptability go hand in hand. It is known that the programmer needs many resources to build any software, making it a costly enterprise. However, if the software is developed in a reusable and adaptable way, then it can be applied in most future applications. Thus, by executing quality data structures, it is possible to build reusable software, which appears to be cost-effective and timesaving.

## **Classification of Data Structures**

A Data Structure delivers a structured set of variables related to each other in various ways. It forms the basis of a programming tool that signifies the relationship between the data elements and allows programmers to process the data efficiently.

We can classify Data Structures into two categories:

1. Primitive Data Structure
2. Non-Primitive Data Structure

The following figure shows the different classifications of Data Structures.

Primitive Data Structures

1. **Primitive Data Structures** are the data structures consisting of the numbers and the characters that come **in-built** into programs.
2. These data structures can be manipulated or operated directly by machine-level instructions.
3. Basic data types like **Integer, Float, Character**, and **Boolean** come under the Primitive Data Structures.
4. These data types are also called **Simple data types**, as they contain characters that can't be divided further

Non-Primitive Data Structures

1. **Non-Primitive Data Structures** are those data structures derived from Primitive Data Structures.
2. These data structures can't be manipulated or operated directly by machine-level instructions.
3. The focus of these data structures is on forming a set of data elements that is either **homogeneous** (same data type) or **heterogeneous** (different data types).
4. Based on the structure and arrangement of data, we can divide these data structures into two sub-categories -
   1. Linear Data Structures
   2. Non-Linear Data Structures

Linear Data Structures

A data structure that preserves a linear connection among its data elements is known as a Linear Data Structure. The arrangement of the data is done linearly, where each element consists of the successors and predecessors except the first and the last data element. However, it is not necessarily true in the case of memory, as the arrangement may not be sequential.

Based on memory allocation, the Linear Data Structures are further classified into two types:

1. **Static Data Structures:** The data structures having a fixed size are known as Static Data Structures. The memory for these data structures is allocated at the compiler time, and their size cannot be changed by the user after being compiled; however, the data stored in them can be altered.  
   The **Array** is the best example of the Static Data Structure as they have a fixed size, and its data can be modified later.
2. **Dynamic Data Structures:** The data structures having a dynamic size are known as Dynamic Data Structures. The memory of these data structures is allocated at the run time, and their size varies during the run time of the code. Moreover, the user can change the size as well as the data elements stored in these data structures at the run time of the code.  
   **Linked Lists, Stacks**, and **Queues** are common examples of dynamic data structures

Types of Linear Data Structures

The following is the list of Linear Data Structures that we generally use:

**1. Arrays**

An **Array** is a data structure used to collect multiple data elements of the same data type into one variable. Instead of storing multiple values of the same data types in separate variable names, we could store all of them together into one variable. This statement doesn't imply that we will have to unite all the values of the same data type in any program into one array of that data type. But there will often be times when some specific variables of the same data types are all related to one another in a way appropriate for an array.

An Array is a list of elements where each element has a unique place in the list. The data elements of the array share the same variable name; however, each carries a different index number called a subscript. We can access any data element from the list with the help of its location in the list. Thus, the key feature of the arrays to understand is that the data is stored in contiguous memory locations, making it possible for the users to traverse through the data elements of the array using their respective indexes.
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**Figure 3.** An Array

**Arrays can be classified into different types:**

1. **One-Dimensional Array:** An Array with only one row of data elements is known as a One-Dimensional Array. It is stored in ascending storage location.
2. **Two-Dimensional Array:** An Array consisting of multiple rows and columns of data elements is called a Two-Dimensional Array. It is also known as a Matrix.
3. **Multidimensional Array:** We can define Multidimensional Array as an Array of Arrays. Multidimensional Arrays are not bounded to two indices or two dimensions as they can include as many indices are per the need.

**Some Applications of Array:**

1. We can store a list of data elements belonging to the same data type.
2. Array acts as an auxiliary storage for other data structures.
3. The array also helps store data elements of a binary tree of the fixed count.
4. Array also acts as a storage of matrices.

**2. Linked Lists**

A **Linked List** is another example of a linear data structure used to store a collection of data elements dynamically. Data elements in this data structure are represented by the Nodes, connected using links or pointers. Each node contains two fields, the information field consists of the actual data, and the pointer field consists of the address of the subsequent nodes in the list. The pointer of the last node of the linked list consists of a null pointer, as it points to nothing. Unlike the Arrays, the user can dynamically adjust the size of a Linked List as per the requirements.
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1. **Singly Linked List:** A Singly Linked List is the most common type of Linked List. Each node has data and a pointer field containing an address to the next node.
2. **Doubly Linked List:** A Doubly Linked List consists of an information field and two pointer fields. The information field contains the data. The first pointer field contains an address of the previous node, whereas another pointer field contains a reference to the next node. Thus, we can go in both directions (backward as well as forward).
3. **Circular Linked List:** The Circular Linked List is similar to the Singly Linked List. The only key difference is that the last node contains the address of the first node, forming a circular loop in the Circular Linked List.

**Some Applications of Linked Lists:**

1. The Linked Lists help us implement stacks, queues, binary trees, and graphs of predefined size.
2. We can also implement Operating System's function for dynamic memory management.
3. Linked Lists also allow polynomial implementation for mathematical operations.
4. We can use Circular Linked List to implement Operating Systems or application functions that Round Robin execution of tasks.
5. Circular Linked List is also helpful in a Slide Show where a user requires to go back to the first slide after the last slide is presented.
6. Doubly Linked List is utilized to implement forward and backward buttons in a browser to move forward and backward in the opened pages of a website.

**3. Stacks**

A **Stack** is a Linear Data Structure that follows the **LIFO** (Last In, First Out) principle that allows operations like insertion and deletion from one end of the Stack, i.e., Top. Stacks can be implemented with the help of contiguous memory, an Array, and non-contiguous memory, a Linked List. Real-life examples of Stacks are piles of books, a deck of cards, piles of money, and many more.

**The primary operations in the Stack are as follows:**

1. **Push:** Operation to insert a new element in the Stack is termed as Push Operation.
2. **Pop:** Operation to remove or delete elements from the Stack is termed as Pop Operation.

**Some Applications of Stacks:**

1. The Stack is used as a Temporary Storage Structure for recursive operations.
2. Stack is also utilized as Auxiliary Storage Structure for function calls, nested operations, and deferred/postponed functions.
3. We can manage function calls using Stacks.
4. Stacks are also utilized to evaluate the arithmetic expressions in different programming languages.
5. Stacks are also helpful in converting infix expressions to postfix expressions.
6. Stacks allow us to check the expression's syntax in the programming environment.
7. We can match parenthesis using Stacks.
8. Stacks can be used to reverse a String.
9. Stacks are helpful in solving problems based on backtracking.
10. We can use Stacks in depth-first search in graph and tree traversal.
11. Stacks are also used in Operating System functions.
12. Stacks are also used in UNDO and REDO functions in an edit.

**4. Queues**

A **Queue** is a linear data structure similar to a Stack with some limitations on the insertion and deletion of the elements. The insertion of an element in a Queue is done at one end, and the removal is done at another or opposite end. Thus, we can conclude that the Queue data structure follows FIFO (First In, First Out) principle to manipulate the data elements. Implementation of Queues can be done using Arrays, Linked Lists, or Stacks. Some real-life examples of Queues are a line at the ticket counter, an escalator, a car wash, and many more.

he following are the primary operations of the Queue:

1. **Enqueue:** The insertion or Addition of some data elements to the Queue is called Enqueue. The element insertion is always done with the help of the rear pointer.
2. **Dequeue:** Deleting or removing data elements from the Queue is termed Dequeue. The deletion of the element is always done with the help of the front pointer.
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**Figure 8.** A Queue

**Some Applications of Queues:**

1. Queues are generally used in the breadth search operation in Graphs.
2. Queues are also used in Job Scheduler Operations of Operating Systems, like a keyboard buffer queue to store the keys pressed by users and a print buffer queue to store the documents printed by the printer.
3. Queues are responsible for CPU scheduling, Job scheduling, and Disk Scheduling.
4. Priority Queues are utilized in file-downloading operations in a browser.
5. Queues are also used to transfer data between peripheral devices and the CPU.
6. Queues are also responsible for handling interrupts generated by the User Applications for the CPU.

Non-Linear Data Structures

Non-Linear Data Structures are data structures where the data elements are not arranged in sequential order. Here, the insertion and removal of data are not feasible in a linear manner. There exists a hierarchical relationship between the individual data items.

Types of Non-Linear Data Structures

The following is the list of Non-Linear Data Structures that we generally use:

**1. Trees**

A Tree is a Non-Linear Data Structure and a hierarchy containing a collection of nodes such that each node of the tree stores a value and a list of references to other nodes (the "children").

The Tree data structure is a specialized method to arrange and collect data in the computer to be utilized more effectively. It contains a central node, structural nodes, and sub-nodes connected via edges. We can also say that the tree data structure consists of roots, branches, and leaves connected.

**Trees can be classified into different types:**

1. **Binary Tree:** A Tree data structure where each parent node can have at most two children is termed a Binary Tree.
2. **Binary Search Tree:** A Binary Search Tree is a Tree data structure where we can easily maintain a sorted list of numbers.
3. **AVL Tree:** An AVL Tree is a self-balancing Binary Search Tree where each node maintains extra information known as a Balance Factor whose value is either -1, 0, or +1.
4. **B-Tree:** A B-Tree is a special type of self-balancing Binary Search Tree where each node consists of multiple keys and can have more than two children.

**Some Applications of Trees:**

1. Trees implement hierarchical structures in computer systems like directories and file systems.
2. Trees are also used to implement the navigation structure of a website.
3. We can generate code like Huffman's code using Trees.
4. Trees are also helpful in decision-making in Gaming applications.
5. Trees are responsible for implementing priority queues for priority-based OS scheduling functions.
6. Trees are also responsible for parsing expressions and statements in the compilers of different programming languages.
7. We can use Trees to store data keys for indexing for Database Management System (DBMS).
8. Spanning Trees allows us to route decisions in Computer and Communications Networks.
9. Trees are also used in the path-finding algorithm implemented in Artificial Intelligence (AI), Robotics, and Video Games Applications.
10. **2. Graphs**
11. A Graph is another example of a Non-Linear Data Structure comprising a finite number of nodes or vertices and the edges connecting them. The Graphs are utilized to address problems of the real world in which it denotes the problem area as a network such as social networks, circuit networks, and telephone networks. For instance, the nodes or vertices of a Graph can represent a single user in a telephone network, while the edges represent the link between them via telephone.
12. The Graph data structure, G is considered a mathematical structure comprised of a set of vertices, V and a set of edges, E as shown below:
13. G = (V,E)

Basic Operations of Data Structures

In the following section, we will discuss the different types of operations that we can perform to manipulate data in every data structure:

1. **Traversal:** Traversing a data structure means accessing each data element exactly once so it can be administered. For example, traversing is required while printing the names of all the employees in a department.
2. **Search:** Search is another data structure operation which means to find the location of one or more data elements that meet certain constraints. Such a data element may or may not be present in the given set of data elements. For example, we can use the search operation to find the names of all the employees who have the experience of more than 5 years.
3. **Insertion:** Insertion means inserting or adding new data elements to the collection. For example, we can use the insertion operation to add the details of a new employee the company has recently hired.
4. **Deletion:** Deletion means to remove or delete a specific data element from the given list of data elements. For example, we can use the deleting operation to delete the name of an employee who has left the job.
5. **Sorting:** Sorting means to arrange the data elements in either Ascending or Descending order depending on the type of application. For example, we can use the sorting operation to arrange the names of employees in a department in alphabetical order or estimate the top three performers of the month by arranging the performance of the employees in descending order and extracting the details of the top three.
6. **Merge:** Merge means to combine data elements of two sorted lists in order to form a single list of sorted data elements.
7. **Create:** Create is an operation used to reserve memory for the data elements of the program. We can perform this operation using a declaration statement. The creation of data structure can take place either during the following:
   1. Compile-time
   2. Run-time  
      For example, the **malloc()** function is used in C Language to create data structure.
8. **Selection:** Selection means selecting a particular data from the available data. We can select any particular data by specifying conditions inside the loop.
9. **Update:** The Update operation allows us to update or modify the data in the data structure. We can also update any particular data by specifying some conditions inside the loop, like the Selection operation.
10. **Splitting:** The Splitting operation allows us to divide data into various subparts decreasing the overall process completion time.

Understanding the Abstract Data Type

As per the **National Institute of Standards and Technology (NIST)**, a data structure is an arrangement of information, generally in the memory, for better algorithm efficiency. Data Structures include linked lists, stacks, queues, trees, and dictionaries. They could also be a theoretical entity, like the name and address of a person.

From the definition mentioned above, we can conclude that the operations in data structure include:

1. A high level of abstractions like addition or deletion of an item from a list.
2. Searching and sorting an item in a list.
3. Accessing the highest priority item in a list.

Whenever the data structure does such operations, it is known as an **Abstract Data Type (ADT)**.

We can define it as a set of data elements along with the operations on the data. The term "abstract" refers to the fact that the data and the fundamental operations defined on it are being studied independently of their implementation. It includes what we can do with the data, not how we can do it.

An ADI implementation contains a storage structure in order to store the data elements and algorithms for fundamental operation. All the data structures, like an array, linked list, queue, stack, etc., are examples of ADT.

Array in Data Structure

In this article, we will discuss the array in data structure. Arrays are defined as the collection of similar types of data items stored at contiguous memory locations. It is one of the simplest data structures where each data element can be randomly accessed by using its index number.

In C programming, they are the derived data types that can store the primitive type of data such as int, char, double, float, etc. For example, if we want to store the marks of a student in 6 subjects, then we don't need to define a different variable for the marks in different subjects. Instead, we can define an array that can store the marks in each subject at the contiguous memory locations.

Properties of array

There are some of the properties of an array that are listed as follows -

* Each element in an array is of the same data type and carries the same size that is 4 bytes.
* Elements in the array are stored at contiguous memory locations from which the first element is stored at the smallest memory location.
* Elements of the array can be randomly accessed since we can calculate the address of each element of the array with the given base address and the size of the data element.

Representation of an array

We can represent an array in various ways in different programming languages. As an illustration, let's see the declaration of array in C language -

As per the above illustration, there are some of the following important points -

* Index starts with 0.
* The array's length is 10, which means we can store 10 elements.
* Each element in the array can be accessed via its index.

Why are arrays required?

Arrays are useful because -

* Sorting and searching a value in an array is easier.
* Arrays are best to process multiple values quickly and easily.
* **Arrays are good for storing multiple values in a single variable -** In computer programming, most cases require storing a large number of data of a similar type. To store such an amount of data, we need to define a large number of variables. It would be very difficult to remember the names of all the variables while writing the programs. Instead of naming all the variables with a different name, it is better to define an array and store all the elements into it.

Memory allocation of an array

As stated above, all the data elements of an array are stored at contiguous locations in the main memory. The name of the array represents the base address or the address of the first element in the main memory. Each element of the array is represented by proper indexing.

We can define the indexing of an array in the below ways -

1. 0 (zero-based indexing): The first element of the array will be arr[0].
2. 1 (one-based indexing): The first element of the array will be arr[1].
3. n (n - based indexing): The first element of the array can reside at any random index number.

![Array in DS](data:image/png;base64,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)

In the above image, we have shown the memory allocation of an array arr of size 5. The array follows a 0-based indexing approach. The base address of the array is 100 bytes. It is the address of arr[0]. Here, the size of the data type used is 4 bytes; therefore, each element will take 4 bytes in the memory.

How to access an element from the array?

We required the information given below to access any random element from the array -

* Base Address of the array.
* Size of an element in bytes.
* Type of indexing, array follows.

The formula to calculate the address to access an array element -

1. Byte address of element A[i]  = base address + size \* ( i - first index)

Here, size represents the memory taken by the primitive data types. As an instance, **int** takes 2 bytes, **float** takes 4 bytes of memory space in C programming.

We can understand it with the help of an example -

Suppose an array, A[-10 ..... +2 ] having Base address (BA) = 999 and size of an element = 2 bytes, find the location of A[-1].

L(A[-1]) = 999 + 2 x [(-1) - (-10)]

= 999 + 18

## = 1 Basic operations

Now, let's discuss the basic operations supported in the array -

* Traversal - This operation is used to print the elements of the array.
* Insertion - It is used to add an element at a particular index.
* Deletion - It is used to delete an element from a particular index.
* Search - It is used to search an element using the given index or by the value.
* Update - It updates an element at a particular index.

Traversal operation

This operation is performed to traverse through the array elements. It prints all array elements one after another. We can understand it with the below program -

1. #include <stdio.h>
2. **void** main() {
3. **int** Arr[5] = {18, 30, 15, 70, 12};
4. **int** i;
5. printf("Elements of the array are:\n");
6. **for**(i = 0; i<5; i++) {
7. printf("Arr[%d] = %d,  ", i, Arr[i]);
8. }
9. }

**Output**

![Array in DS](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmoAAAAqCAMAAAA0y4cIAAAAjVBMVEUAAAD///8AAW6xAACv8Nn7vW3knAAAotjPawCu8f8AfLcAAZ59AABCwfAAcb///9iJ2f+K2fD//+/R8MHK////7r/q///21p//1Z6xAGrL//G42MDL/9mK2dnr//C32PPw78DOa5zevm9jmruv8fDr/9hEwdj/1b77vHGgnw8Ac73Av6DX1+/dvr7knGyYxYF6AAAEXklEQVR42u2cDXvSMBSF282mHSNQ2GD1c3PTOT///8/z9hRz1BTSmKr04b4Pg5g09+S2xwRotmw2yxTlH6BWU+JJt9rldb48Hzf82UWe58avL/MiU06L2ezTNm/ZzFtnPBtutXKIWWyxp1epVjs1ZFa7vJpnePobVjNqNeVnq5VPzmpu2RMvbJfX+beLvGHNYru5zfMGi62wrlo7SeHr/a/LY3sMXlFysFdZ1NJCLSIa7SHovnwurcYV2FTLUi89m0O9GDmzul7/f2YzXP8nKdJqtWmfCmkx8pBKVyNVBdo5Ly1uWr8UGbHtYmybw7NajjjUIpcf5efVeWdDaWWBTYv351J6Ue3txSzUakfCblaj1dzcI+/epEVq5OFquoXW0mpC3bU4zl7iH6sqsICilZEdqFqe0/kssMkWcPOBXoysHAWd1aTAS8oKZzUe4lsN2ObPrEYtdn9XYSC+1diECYyTmt8LI1WTHRUPD7gmcAaukvvcuLjjrOZqfrNauWybPN8ZrKuu6GAvZzVG7titgrZvVmMTAtW0d08vRtYF9DhwX3asq6x2K07dLUbb9h22PNauZrGVZ5vnBd4S4VjrLVPSgoN3HwsKtrhe0tK0PQsX2YFeHy7WFcK043IF14RA7NTb60dkfa92JEz3bkGt7pkWk7Va+xlUmRLTtBpWySZTpsQ0raZMELWa0o9aTZkqajWlH7WaMlVms+Bnvc0cr/hatNtTEYxa4lhst0ApQFAdAcPqvBtqdr3T1ZFFbO78HjtdHekMVLd5ixkvd2RvEq87rVZjdL3wLk9tcO+HNYcE880thKQHfg4QVmfAYeqLNxX2fHDMaeoIJkFjcuehSepMZ2DIxwpPo+WO7L+YLC53njF/Vlu9vZoHEr7v7l+yhvE70OZYVa6XNdkBwuoMOFQdohxzqro1eIrKnYem5x6njrvU4+QO6kLEY3LnGfOshsGterciUgCjXtwEzyEl3R6P14HDQ+q+1cJgGuCY09Qh+zmLy50bM9PVw7MaQdoj5l428ExM7jxjvtWswaj8rYhJVkO34OkOqMdbDarrimNOVkdd9OkGtUlTZzoRE+V4ueP2X6TVeMZ8q3HuYTQUglYLL6B3cxQPEFCPX0D9WS1dXbYiR6gz4XR1phNW5/o5Tu7UMDG584z5Vitdl/2SGHVZRLmb+x8PEVaPX0AxXo45RZ1XOip3DiM996j1BAmPlTuInNV4xnyrIQQsvl8S7kcxShIJP1acmX2oPpbVbNPKFRxzqjo+S1kTmbtt8H87TZ3pRKkn5Z5uNZ4xqNNq1+Ls1uFrfysiBfALScMkcexu44XFK6qKrJewOgMOU4dowTEnqqNGMPG5p6sznbA618/xcsdSGJ07zxjVw1/hQsCvicYu93RS9ZNRH3a3gOBb4xG3zKr6yajrPVBlL3q7XZkkajWlH7WaMlXUako/ajVlqqjVlH7UaspUkT8Poyi96KymTBO1mtKPWk2ZKN8B0+ZL+FyN2xAAAAAASUVORK5CYII=)

Insertion operation

This operation is performed to insert one or more elements into the array. As per the requirements, an element can be added at the beginning, end, or at any index of the array. Now, let's see the implementation of inserting an element into the array.

1. #include <stdio.h>
2. **int** main()
3. {
4. **int** arr[20] = { 18, 30, 15, 70, 12 };
5. **int** i, x, pos, n = 5;
6. printf("Array elements before insertion\n");
7. **for** (i = 0; i < n; i++)
8. printf("%d ", arr[i]);
9. printf("\n");
11. x = 50; // element to be inserted
12. pos = 4;
13. n++;
15. **for** (i = n-1; i >= pos; i--)
16. arr[i] = arr[i - 1];
17. arr[pos - 1] = x;
18. printf("Array elements after insertion\n");
19. **for** (i = 0; i < n; i++)
20. printf("%d ", arr[i]);
21. printf("\n");
22. **return** 0;
23. }

**Output**

![Array in DS](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaEAAABPCAMAAAB1T4q2AAAAolBMVEUAAAD///+xAAAAAW77vW3PawAAAZ7knABCwfAAotgAcb98AACv8Nmu8f+J2f///9iK2fD/7r/R8MHK/////+//1Z721p/q///L/9nL//Hw78Dr/9ixAGrevm+J2dm42MCBAABEwdi32P/r//C32O+F2fC22L7dvr4AAXLjmwCv8fD/1b7knH2gnw/P8P9MwPCt8dj/7tfAv6D21pzLbZnMbQCKyK7/AAAD/UlEQVR42uxbi3LTMBDM+W0X22nzgkJLSylQKG/4/19Dp3i7E5S6DnQYh9xO0qinW99F61MUO5oYDP8G1fPoD1n/ObKZtI/wJgvJQ2Nci0h+8Ao1InIz+QvET4a/yTK5V6J8iw3ejwamsVe4/nFyMU6FaDtohbKTi+ufmra0L2qRnI1qJTJPfZ21UVzL4rcJKKFCtKy+fpJb50tLtTp+JWrIZiLdEQvXeHu2oUYjcnwEls9HsdAWXpEYfMLJFrEYAs6kM42OhRCkjwufbybV926M9aRlI/vonk+jbrbOnqUkNerQJHcK0ZLNcvdQIyzOlPh+nrzVUqPoP0Chg1g6icBiDRUqXLFgYvQJShmxGALOpCMNsBiC9DHh3Rs3xZ1HzJYNf7K12i4S/wYU7NFzHt60ZCdHzuIe9HEmR4dCHg3YQNFpQhYUil96v2lKFegTKIRYCEFnuIQKMURHH5dCpSiSLQrF7zEoWkksIYyDAt60UCFYQoU8KDnr5TIlq0ch+PQohBB03luFvkQopE2FugmuaH27TJpFsMyqTlFDtLCG6LOpUNlqVyDXPPXOZCmFQlVLhoJPXw0hBJ1JRxpgMcQoFRJJtI7mcd19fqKxLq8PtbacsY2CRbqaGswhsKz089g95neWypmiQuPosb1vARIPdzvzzmCto4PkLUiMPgDTYCyGaAI60gDrLgTo+7XWW6PZx6QPCfvw3fuAEdcyvi8JBoPBYDAYDAZFOU/9a7US39q8/JZ3qzntClj8OkkUosjB6otlGIJSjl+nuMijT6K6Srsr2k3OLrK23x26TPVPP0uPWl2ZREMxTb0eZ+FNM2/pusokYIUK8VppH0sPOrrLX2PGNMU1ZL0NQeBsXw9ztdzK4s00Qgm9LM/8NjEMV0hRhmNdyjx9eKzDW17Th1lxbSW06yx3eoTm0BoC2MVJ7gFWNjOBdlIIA8rPBo6+PtE/QCG49rBUeFsm7F5DS6zBgGKBXxOcR1wSkAUfrYegq4+l6zhbKQxFtcJPaorulVBLAqf8flYeTnK9rLgWhSlkMBgMBoPBYDAYDLb1bgvGtQfPtt6Nfg/elq13dD7MjV0j24O3cc/QFBrhHjzEwtY7Ooeb6A5k692v9u0Qh4EYBqLo/W/dBoyi1rRgtn4PWrECogULflmDl7vGNzQjuiXpXVuDl7vmC82Ibkd6V9bg5a75Ql8R3Z70rqzBy133he7hEdHtSO/KGrx7V77pHJ4RnfROg/dEj/oJ30eDBwBQ68cNXibZkue1NXiZZEue19bgZZIteV5bg5dJtuR5jQ3emWRLnlfY4J3J2ZLntTZ4H1vyvLYGL5NsyfPqGrxM3ofkeQAAAAAAAMB/eQHdQV7WE9i9pQAAAABJRU5ErkJggg==)

Deletion operation

As the name implies, this operation removes an element from the array and then reorganizes all of the array elements.

1. #include <stdio.h>
3. **void** main() {
4. **int** arr[] = {18, 30, 15, 70, 12};
5. **int** k = 30, n = 5;
6. **int** i, j;
8. printf("Given array elements are :\n");
10. **for**(i = 0; i<n; i++) {
11. printf("arr[%d] = %d,  ", i, arr[i]);
12. }
14. j = k;
16. **while**( j < n) {
17. arr[j-1] = arr[j];
18. j = j + 1;
19. }
21. n = n -1;
23. printf("\nElements of array after deletion:\n");
25. **for**(i = 0; i<n; i++) {
26. printf("arr[%d] = %d,  ", i, arr[i]);
27. }
28. }

**Output**

![Array in DS](data:image/png;base64,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)

Search operation

This operation is performed to search an element in the array based on the value or index.

### **Search operation**

This operation is performed to search an element in the array based on the value or index.

1. #include <stdio.h>
3. **void** main() {
4. **int** arr[5] = {18, 30, 15, 70, 12};
5. **int** item = 70, i, j=0 ;
7. printf("Given array elements are :\n");
9. **for**(i = 0; i<5; i++) {
10. printf("arr[%d] = %d,  ", i, arr[i]);
11. }
12. printf("\nElement to be searched = %d", item);
13. **while**( j < 5){
14. **if**( arr[j] == item ) {
15. **break**;
16. }
18. j = j + 1;
19. }
21. printf("\nElement %d is found at %d position", item, j+1);
22. }

**Output**

![Array in DS](data:image/png;base64,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)

### **Update operation**

This operation is performed to update an existing array element located at the given index.

1. #include <stdio.h>
3. **void** main() {
4. **int** arr[5] = {18, 30, 15, 70, 12};
5. **int** item = 50, i, pos = 3;
7. printf("Given array elements are :\n");
9. **for**(i = 0; i<5; i++) {
10. printf("arr[%d] = %d,  ", i, arr[i]);
11. }
13. arr[pos-1] = item;
14. printf("\nArray elements after updation :\n");
16. **for**(i = 0; i<5; i++) {
17. printf("arr[%d] = %d,  ", i, arr[i]);
18. }
19. }

**Output**

![Array in DS](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAm8AAABKCAMAAADaFkMWAAAAqFBMVEUAAAD///+xAAAAAW6v8NnPawD7vW3knACu8f8AAp4AotgAcb9CwfD//9h8AACJ2f///+/q///K////7r+K2fD21p/L/9n/1Z7R8MGxAGrL//Gv8fD/1b6gnw/r//Dr/9jw78Devm+K2dm32O9Ewdi42MCuAAC32P+t8djdvr7Av6DknGyE2f/X1+//7tfY16DX152TwO/11taobb3jnJ3Oa5z7vJrjmwCxIIJ7AAAFkUlEQVR42u2cCZfTIBSFwZpgU9pMrRr3fd93//8/k02uR06bcEgr1vud6bQSePe95AmZCfMEIX+J1YNLgpA9/MP5trwq18zt/5NOSvn95XNxWhaXp+db1wpyLnS7jRBv18w3chLszIY1zr/Lr+bVisUVad/Eart7IeUggGmS8qJxs+P6lumm4gcc6o09YwLjgkHkG1q276/KN7ZvIur8CRa1+fDq0UE3IAG0ZMJWw8dkznG3cX1rXkr4D8ur/l9gec+8blzyGWMO4AMOOTvL240IwGDQQotRUObLNKaimN9W161Ku98NGGS+1cpHfwc3IAdE39pcCROLNOvt8uZGCK0EcMfWlzAIH3BIt+Y1YBAMht5oMQqmxXylosg30bsjh9zAcFInN93Vf/kc18wmm5tgzCFHmm+LO43rnuYbDrmZB9ObiAbRGy3It0TU5RvQwz43/CBmWt3oNsm3xZXP95tfh1YPk/ktrGE6md/+OGQSpR8EgEHfGy2Y3xLRkG/dOhzq2gNuwCDX01p5Kw0/hOixEnXhJr/3q9Vqa75riavml+C7Vy6axZVwM//rAw65xDWjfwGD0IotW3u/b74uUlFrxvfVYdB+N6IE79/+S3peaDLGv/jAgvz3uDVuEIQQQgghhBBCyBw/Y+42/v2iEWHPhxij833FamtGlarD4Jg6HqmqMLpcHVFkxO4HS3QvUHfhTFTX0qLmi91Fr0533fEEX9lnR2g5qCp3T6yaHeFHgXx1GJymvrrfhD0pvZpD3RqzRnNiR9cidYQz0eTTxn6bLXYf/TslcmLHGSuJ+pF/cIkWiHjsMXCtiaO0KosaBqeqO1H4XKqulfuWEfts+eaYqo5dDjPF7uhbI54VO84YmLZzEirO9dX1aScS5/yZCf0xuuep7823UfyEAJ+L1cXitciLHds+y9Wnz2/hUs0YezcIrTJjxxkDk3ZOluab6HDOC9Rz860zpxE+F6qHtsxzHuhVqTrCQcu4fHns2Hmbn284Y2DKzsk033LX04cbuFCgnrGepvNbmXropTLUEXC5OsIZV8dyOk/s0FCZseOMAYAti/t0g+tdm5nnXTt6/7YYUc+c33Ch4XOROi53Vuxwozz2jJUlBDxT7IH8+Q1nDABsWTyg+/iS/ZihG6N+2mCiTllCfaZ804OVa+Fzobr/SUurzNj14P6Xl6kjnCz1stjL8w1nDOoTdk5Cxd9cTtENfcPGEG3ffVMrQKY6DI6rB9EWPheqhxap8mMvV0c44+pYTmeKHatuXuw4Y1CfBFSSllz0OgyiOtXHf88M3O+ZC7b5Up3qhBBCCCGEEEL494n/PjNXqox7K1RJWm0H5lut9PbiVlU5ULelZQZX11musF6ufbu5qSrfFPPtjDHP3K5VVanSMqAztKJjeAbY2n5K9FZS7jZ+vl5/uQ6DsIOlv7MK0TEWwzwpWtn5oJ5Klcn8Bi3vGMCWJy2VL0XcuwQfYBB2sOnCFVsaomPMtxOBXd8VVar8M99gBx6m+eb6Pm2WH3w6w2CSbzZiv3kmOkZORyctbT2VKpN8g9aBfFN+ZMy3YJD5Vhu/LkE1lSp9T3SGHScFQmsnlR/qdK65G74BBmEHriqfk8ExrqenRMrWznEXlVSqxHwbOkMLjoHedPlkeutXv/948Gq7g8FgB66ahj8cY75VR+Vbmbgonhe1/2ae+XZG1F+psneLKSGEEEIIIYSQc4X1LTPqW6KsZVRnfUvWtzxafUv0iOqsb8n6lkerb4keUZ31LVnf8mj1LbHpNKqzviXrWx6pviXoVVRnfUvWtzxufcsg2rWsb8n6loX1LfPVWd+S9S2PVt8SZS2jOutbsr7lUepbQj2Ksr4l61tSvW71/7nKItVZ35IQQgghhBBCCCGEEEIIITXwE8WOkd+VE8vvAAAAAElFTkSuQmCC)

## **Complexity of Array operations**

Time and space complexity of various array operations are described in the following table.

**Time Complexity**

|  |  |  |
| --- | --- | --- |
| **Operation** | **Average Case** | **Worst Case** |
| Access | O(1) | O(1) |
| Search | O(n) | O(n) |
| Insertion | O(n) | O(n) |
| Deletion | O(n) | O(n) |

**Space Complexity**

In array, space complexity for worst case is **O(n)**.

## **Advantages of Array**

* Array provides the single name for the group of variables of the same type. Therefore, it is easy to remember the name of all the elements of an array.
* Traversing an array is a very simple process; we just need to increment the base address of the array in order to visit each element one by one.
* Any element in the array can be directly accessed by using the index.

## **Disadvantages of Array**

* Array is homogenous. It means that the elements with similar data type can be stored in it.
* In array, there is static memory allocation that is size of an array cannot be altered.
* There will be wastage of memory if we store less number of elements than the declared size.

# Linked List

* Linked List can be defined as collection of objects called **nodes** that are randomly stored in the memory.
* A node contains two fields i.e. data stored at that particular address and the pointer which contains the address of the next node in the memory.
* The last node of the list contains pointer to the null.
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## **Uses of Linked List**

* The list is not required to be contiguously present in the memory. The node can reside any where in the memory and linked together to make a list. This achieves optimized utilization of space.
* list size is limited to the memory size and doesn't need to be declared in advance.
* Empty node can not be present in the linked list.
* We can store values of primitive types or objects in the singly linked list.

Why use linked list over array?

Till now, we were using array data structure to organize the group of elements that are to be stored individually in the memory. However, Array has several advantages and disadvantages which must be known in order to decide the data structure which will be used throughout the program.

Array contains following limitations:

1. The size of array must be known in advance before using it in the program.
2. Increasing size of the array is a time taking process. It is almost impossible to expand the size of the array at run time.
3. All the elements in the array need to be contiguously stored in the memory. Inserting any element in the array needs shifting of all its predecessors.

Linked list is the data structure which can overcome all the limitations of an array. Using linked list is useful because,

1. It allocates the memory dynamically. All the nodes of linked list are non-contiguously stored in the memory and linked together with the help of pointers.
2. Sizing is no longer a problem since we do not need to define its size at the time of declaration. List grows as per the program's demand and limited to the available memory space.

Singly linked list or One way chain

Singly linked list can be defined as the collection of ordered set of elements. The number of elements may vary according to need of the program. A node in the singly linked list consist of two parts: data part and link part. Data part of the node stores actual information that is to be represented by the node while the link part of the node stores the address of its immediate successor.

One way chain or singly linked list can be traversed only in one direction. In other words, we can say that each node contains only next pointer, therefore we can not traverse the list in the reverse direction.

Consider an example where the marks obtained by the student in three subjects are stored in a linked list as shown in the figure.
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In the above figure, the arrow represents the links. The data part of every node contains the marks obtained by the student in the different subject. The last node in the list is identified by the null pointer which is present in the address part of the last node. We can have as many elements we require, in the data part of the list.

Operations on Singly Linked List

There are various operations which can be performed on singly linked list. A list of all such operations is given below.

Node Creation

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. };
6. struct node \*head, \*ptr;
7. ptr = (struct node \*)malloc(sizeof(struct node \*));

Insertion

The insertion into a singly linked list can be performed at different positions. Based on the position of the new node being inserted, the insertion is categorized into the following categories.

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Insertion at beginning](https://www.javatpoint.com/insertion-in-singly-linked-list-at-beginning) | It involves inserting any element at the front of the list. We just need to a few link adjustments to make the new node as the head of the list. |
| 2 | [Insertion at end of the list](https://www.javatpoint.com/insertion-in-singly-linked-list-at-end) | It involves insertion at the last of the linked list. The new node can be inserted as the only node in the list or it can be inserted as the last one. Different logics are implemented in each scenario. |
| 3 | [Insertion after specified node](https://www.javatpoint.com/insertion-in-singly-linked-list-after-specified-node) | It involves insertion after the specified node of the linked list. We need to skip the desired number of nodes in order to reach the node after which the new node will be inserted. . |

Deletion and Traversing

The Deletion of a node from a singly linked list can be performed at different positions. Based on the position of the node being deleted, the operation is categorized into the following categories.

|  |  |  |
| --- | --- | --- |
| **SN** | **Operation** | **Description** |
| 1 | [Deletion at beginning](https://www.javatpoint.com/deletion-in-singly-linked-list-at-beginning) | It involves deletion of a node from the beginning of the list. This is the simplest operation among all. It just need a few adjustments in the node pointers. |
| 2 | [Deletion at the end of the list](https://www.javatpoint.com/deletion-in-singly-linked-list-at-end) | It involves deleting the last node of the list. The list can either be empty or full. Different logic is implemented for the different scenarios. |
| 3 | [Deletion after specified node](https://www.javatpoint.com/deletion-in-singly-linked-list-after-specified-node) | It involves deleting the node after the specified node in the list. we need to skip the desired number of nodes to reach the node after which the node will be deleted. This requires traversing through the list. |
| 4 | [Traversing](https://www.javatpoint.com/traversing-in-singly-linked-list) | In traversing, we simply visit each node of the list at least once in order to perform some specific operation on it, for example, printing data part of each node present in the list. |
| 5 | [Searching](https://www.javatpoint.com/searching-in-singly-linked-list) | In searching, we match each element of the list with the given element. If the element is found on any of the location then location of that element is returned otherwise null is returned. . |

Linked List in C: Menu Driven Program

1. #include<stdio.h>
2. #include<stdlib.h>
3. struct node
4. {
5. **int** data;
6. struct node \*next;
7. };
8. struct node \*head;
10. **void** beginsert ();
11. **void** lastinsert ();
12. **void** randominsert();
13. **void** begin\_delete();
14. **void** last\_delete();
15. **void** random\_delete();
16. **void** display();
17. **void** search();
18. **void** main ()
19. {
20. **int** choice =0;
21. **while**(choice != 9)
22. {
23. printf("\n\n\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\n");
24. printf("\nChoose one option from the following list ...\n");
25. printf("\n===============================================\n");
26. printf("\n1.Insert in begining\n2.Insert at last\n3.Insert at any random location\n4.Delete from Beginning\n
27. 5.Delete from last\n6.Delete node after specified location\n7.Search **for** an element\n8.Show\n9.Exit\n");
28. printf("\nEnter your choice?\n");
29. scanf("\n%d",&choice);
30. **switch**(choice)
31. {
32. **case** 1:
33. beginsert();
34. **break**;
35. **case** 2:
36. lastinsert();
37. **break**;
38. **case** 3:
39. randominsert();
40. **break**;
41. **case** 4:
42. begin\_delete();
43. **break**;
44. **case** 5:
45. last\_delete();
46. **break**;
47. **case** 6:
48. random\_delete();
49. **break**;
50. **case** 7:
51. search();
52. **break**;
53. **case** 8:
54. display();
55. **break**;
56. **case** 9:
57. exit(0);
58. **break**;
59. **default**:
60. printf("Please enter valid choice..");
61. }
62. }
63. }

# Types of Linked List

1. Before knowing about the types of a linked list, we should know what is **linked list**. So, to know about the linked list, click on the link given below:

## **Types of Linked list**

1. **The following are the types of linked list:**

### **Singly Linked list**

1. It is the commonly used linked list in programs. If we are talking about the linked list, it means it is a singly linked list. The singly linked list is a data structure that contains two parts, i.e., one is the data part, and the other one is the address part, which contains the address of the next or the successor node. The address part in a node is also known as a **pointer**.
2. Suppose we have three nodes, and the addresses of these three nodes are 100, 200 and 300 respectively. The representation of three nodes as a linked list is shown in the below figure:
3. We can observe in the above figure that there are three different nodes having address 100, 200 and 300 respectively. The first node contains the address of the next node, i.e., 200, the second node contains the address of the last node, i.e., 300, and the third node contains the NULL value in its address part as it does not point to any node. The pointer that holds the address of the initial node is known as a **head pointer**.
4. The linked list, which is shown in the above diagram, is known as a singly linked list as it contains only a single link. In this list, only forward traversal is possible; we cannot traverse in the backward direction as it has only one link in the list.
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1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. }

In the above representation, we have defined a user-defined structure named a **node** containing two members, the first one is data of integer type, and the other one is the pointer (next) of the node type.

Doubly linked list

As the name suggests, the doubly linked list contains two pointers. We can define the doubly linked list as a linear data structure with three parts: the data part and the other two address part. In other words, a doubly linked list is a list that has three parts in a single node, includes one data part, a pointer to its previous node, and a pointer to the next node.

Suppose we have three nodes, and the address of these nodes are 100, 200 and 300, respectively. The representation of these nodes in a doubly-linked list is shown below:
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As we can observe in the above figure, the node in a doubly-linked list has two address parts; one part stores the ***address of the next*** while the other part of the node stores the ***previous node's address***. The initial node in the doubly linked list has the **NULL** value in the address part, which provides the address of the previous node.

**Representation of the node in a doubly linked list**

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. struct node \*prev;
6. }

In the above representation, we have defined a user-defined structure named ***a node*** with three members, one is **data** of integer type, and the other two are the pointers, i.e., **next and prev** of the node type. The **next pointer** variable holds the address of the next node, and the **prev pointer** holds the address of the previous node. The type of both the pointers, i.e., **next and prev** is **struct node** as both the pointers are storing the address of the node of the ***struct node*** type.

Circular linked list

A circular linked list is a variation of a singly linked list. The only difference between the ***singly linked list*** and a ***circular linked*** list is that the last node does not point to any node in a singly linked list, so its link part contains a NULL value. On the other hand, the circular linked list is a list in which the last node connects to the first node, so the link part of the last node holds the first node's address. The circular linked list has no starting and ending node. We can traverse in any direction, i.e., either backward or forward. The diagrammatic representation of the circular linked list is shown below:

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. }

A circular linked list is a sequence of elements in which each node has a link to the next node, and the last node is having a link to the first node. The representation of the circular linked list will be similar to the singly linked list, as shown below:
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To know more about the circular linked list, click on the link given below:

<https://www.javatpoint.com/circular-singly-linked-list>

Doubly Circular linked list

The doubly circular linked list has the features of both the ***circular linked list*** and ***doubly linked list***.
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The above figure shows the representation of the doubly circular linked list in which the last node is attached to the first node and thus creates a circle. It is a doubly linked list also because each node holds the address of the previous node also. The main difference between the doubly linked list and doubly circular linked list is that the doubly circular linked list does not contain the NULL value in the previous field of the node. As the doubly circular linked contains three parts, i.e., two address parts and one data part so its representation is similar to the doubly linked list.

1. struct node
2. {
3. **int** data;
4. struct node \*next;
5. struct node \*prev;
6. }

# Applications of Queue Data Structure

1. Imagine a line forming at the desk of a movie theatre. A new individual join at the tail end of the line as the person in line who is first receives the ticket and departs.

### **Queue Data Structure: What Is It?**

1. An ordered succession of elements is contained in a queue, which is a linear data structure. It is an abstract data type that resembles a stack partially.
2. We can conduct operations on a queue's ends, unlike stacks, though.
3. At one end of the queue, we add data, and at the other, we remove it.

## Some of the Application of Queue in Data Structure

Here are some of the common application of queue in data structure:

* Queues can be used to schedule jobs and ensure that they are executed in the correct order.
* Queues can be used to manage the order in which print jobs are sent to the printer.
* Queues are used to implement the breadth-first search algorithm.
* Queues can be used to manage incoming calls and ensure that they are handled in the correct order.
* Queues can be used to manage the order in which processes are executed on the CPU.
* Queues can be used for buffering data while it is being transferred between two systems. When data is received, it is added to the back of the queue, and when data is sent, it is removed from the front of the queue.

## Other Application of Queue in Data Structure

Some other application of queue in data structure:

* Applied as buffers on playing music in the mp3 players or CD players.
* Applied on handling the interruption in the operating system.
* Applied to add a song at the end of the playlist.
* Applied as the waiting queue for using the single shared resources like CPU, Printers, or Disk.
* Applied to the chat application when someone sends messages to us and we don’t have an internet connection then the messages are stored in the server of the chat application

### **ypes of Queue**

There are four different types of queue that are listed as follows -

Simple Queue or Linear Queue

In Linear Queue, an insertion takes place from one end while the deletion occurs from another end. The end at which the insertion takes place is known as the rear end, and the end at which the deletion takes place is known as front end. It strictly follows the FIFO rule.
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The major drawback of using a linear Queue is that insertion is done only from the rear end. If the first three elements are deleted from the Queue, we cannot insert more elements even though the space is available in a Linear Queue. In this case, the linear Queue shows the overflow condition as the rear is pointing to the last element of the Queue.

Circular Queue

In Circular Queue, all the nodes are represented as circular. It is similar to the linear Queue except that the last element of the queue is connected to the first element. It is also known as Ring Buffer, as all the ends are connected to another end. The representation of circular queue is shown in the below image -
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The drawback that occurs in a linear queue is overcome by using the circular queue. If the empty space is available in a circular queue, the new element can be added in an empty space by simply incrementing the value of rear. The main advantage of using the circular queue is better memory utilization.

Priority Queue

It is a special type of queue in which the elements are arranged based on the priority. It is a special type of queue data structure in which every element has a priority associated with it. Suppose some elements occur with the same priority, they will be arranged according to the FIFO principle. The representation of priority queue is shown in the below image -

### Types of Queue Deque (or, Double Ended Queue)

In Deque or Double Ended Queue, insertion and deletion can be done from both ends of the queue either from the front or rear. It means that we can insert and delete elements from both front and rear ends of the queue. Deque can be used as a palindrome checker means that if we read the string from both ends, then the string would be the same.

Deque can be used both as stack and queue as it allows the insertion and deletion operations on both ends. Deque can be considered as stack because stack follows the LIFO (Last In First Out) principle in which insertion and deletion both can be performed only from one end. And in deque, it is possible to perform both insertion and deletion from one end, and Deque does not follow the FIFO principle.

The representation of the deque is shown in the below image -

# Types of Queue Hash Function in Data Structure

There are almost 150 Zettabytes of data getting generated each day, which is equivalent to 150 trillion Gigabytes of data. With such an enormous speed of data growth, there emerges a need to store this data in an effective and efficient manner. By an effective and efficient manner of storage, we mean a way that will provide us the flexibility of retrieving the data in a minimal amount of time, because the more time required for an operation will directly increase the cost associated with that particular operation. So, in order to reduce the cost of an operation and do that task in an efficient manner, we need to reduce the retrieval time of the data for that particular task. And the solution for reducing the retrieval time is the Hash function or hash table. The hash function is used to map or bind the data to a particular hash value and then that hash value will be used as an index or a key to store that value in the hash table. The main benefit of storing data in the hash tables is that the retrieval time of the data stored in the hash tables is of unit time. That means the data that is stored in the hash table can be read with time complexity of O(1). So, in this way, the hash tables play an important role in drastically reducing the time required for reading the data from the hash tables. And for the working of the hash tables, it requires a hash function. Now let us see what is a hash function and how it works.

Hash Function can be defined as an algorithm or a function that is used to map or convert data of bigger size or length to a fixed or small index or hash value. In other words, a hash function can be defined as an algorithm that will be used to convert the data of higher length or size to data that is within a fixed range or size.

The input parameter that is passed to a hash function is the input data that needs to map to some hash data. And the output or result provided by a hash function depicts the hash value or the hashes that are associated with that input parameter value. The hash functions are associated with the hash tables that will actually store the data in the memory and the hash function is used only to map those values to the hash tables. The hash value returned by the hash function for the data item passed as an input parameter is then further used as an index to map or store that input data into the hash table. Or, we can say that the hash value returned by the hash function for the data item passed as an input parameter is used as a key for storing that data which will help in the easy and efficient retrieval of the stored data.

For an ideal hash function to work, it should satisfy two basic properties or conditions so that it can deliver optimal results within a specified span of computation period. These two basic properties or conditions for an efficient hash function to store data in the hash table are:

* Firstly, the hash function should be very fast in calculating and delivering the results. The speed is one of the main and crucial parameters that will affect the overall efficiency of a hash function. The relation between the speed of computation of the results and efficiency of a hash function is inversely proportional, which means more time required for computation and delivering the results lesser the efficiency of the hash function and vice-versa. So, ideally, it is required that the time span that is required for the calculations and delivering the results of a hash function should be as least as possible in order to maintain the efficiency of the hash function.
* Once the speed of creating the result is achieved, the next step is to deliver the results correctly and accurately. So, the second most important parameter is the accuracy of the results generated by the hash function. So, it is required that the result generated by the hash function should be unique and accurate because the hash values that are generated by the hash function acts as keys while sorting the data in the hash tables. So, the uniqueness of the hash value generated ensures that no two data should be mapped to the same key or hash value. That is why the accuracy and uniqueness of the result generated affects the efficiency of the whole hash function which in return affects the efficiency of storing data in the hash tables.

# What is Performance Analysis of an algorithm?

If we want to go from city "A" to city "B", there can be many ways of doing this. We can go by flight, by bus, by train and also by bicycle. Depending on the availability and convenience, we choose the one which suits us. Similarly, in computer science, there are multiple algorithms to solve a problem. When we have more than one algorithm to solve a problem, we need to select the best one. Performance analysis helps us to select the best algorithm from multiple algorithms to solve a problem.  
When there are multiple alternative algorithms to solve a problem, we analyze them and pick the one which is best suitable for our requirements. The formal definition is as follows...

**Performance of an algorithm is a process of making evaluative judgement about algorithms.** That means when we have multiple algorithms to solve a problem, we need to select a suitable algorithm to solve that problem.  
We compare algorithms with each other which are solving the same problem, to select the best algorithm. To compare algorithms, we use a set of parameters or set of elements like memory required by that algorithm, the execution speed of that algorithm, easy to understand, easy to implement, etc., Generally, the performance of an algorithm depends on the following elements...

1. Whether that algorithm is providing the exact solution for the problem?
2. Whether it is easy to understand?
3. Whether it is easy to implement?
4. How much space (memory) it requires to solve the problem?
5. How much time it takes to solve the problem? Etc.,

When we want to analyse an algorithm, we consider only the space and time required by that particular algorithm and we ignore all the remaining elements.  
Based on this information, performance analysis of an algorithm can also be defined as follows...

**Performance analysis of an algorithm is the process of calculating space and time required by that algorithm.**

Performance analysis of an algorithm is performed by using the following measures...

1. Space required to complete the task of that algorithm (**Space Complexity**). It includes program space and data space
2. Time required to complete the task of that algorithm (**Time Complexity**)

# Substitution Method in Data Structure

Here we will see how to use substitution method to solve recurrence relations. We will take two examples to understand it in better way.

Suppose we are using the binary search technique. In this technique, we check whether the element is present at the end or not. If that is present at middle, then the algorithm terminates, otherwise we take either the left and right subarray from the actual array again and again. So in each step the size of the array decreases by n / 2. Suppose the binary search algorithm takes T(n) amount of time to execute. The base condition takes O(1) amount of time. So the recurrence equation will be like below −

T(n)={T(1)forn≤1\2T(n2)+cforn>1�(�)={�(1)����≤1\2�(�2)+�����>1

Solve − We will substitute the formula in each step to get the result −

T(n)=T(n2)+c�(�)=�(�2)+�

By substituting T(N/2) we can write,

T(n)=(T(n4)+c)+c�(�)=(�(�4)+�)+�

T(n)=T(n4)+2c�(�)=�(�4)+2�

T(n)=T(n8)+3c�(�)=�(�8)+3�

T(n)=T(n2k)+kc�(�)=�(�2�)+��

Now if(n2k)(�2�)reaches to 1, it indicates that 2k is n. So the value of k is log2𝑛

The complexity of T(n) = ϴ(log n)

Similarly, if we choose another example like merge sort, then in that case we divide the list into two parts. This division is taking place until the list size is only 1. After that we merge them in sorted order. The merging algorithm takes O(n) amount of time. So if the merge sort algorithm is taking T(n) amount of time, then by dividing it into two halves, and do the same task for each of them, they will take T(n/2) and so on. So the recurrence relation will be like below −

T(n)={T(1)forn=1\2T(n2)+cnforn>1�(�)={�(1)����=1\2�(�2)+������>1

Solve − We will substitute the formula in each step to get the result −

T(n)=2T(n2)+cn�(�)=2�(�2)+��

By substituting T(N/2) we can write,

T(n)=2(2T(n4)+cn2)+cn�(�)=2(2�(�4)+��2)+��

T(n)=4T(n4)+2cn�(�)=4�(�4)+2��

T(n)=8T(n8)+3cn�(�)=8�(�8)+3��

T(n)=2kT(n2k)+kcn�(�)=2��(�2�)+���

Now if(n2k)(�2�)reaches to 1, it indicates that 2k is n. So the value of k is log2𝑛. And T(n) will be −

𝑇(𝑛) = 𝑛𝑇(1) + 𝑐𝑛 log2𝑛

The complexity is θ(n log n)

### ############# **What Is Recursion Tree Method?**

* Recurrence relations like T(N) = T(N/2) + N or the two we covered earlier in the kinds of recursion section are solved using the recursion tree approach. These recurrence relations often use a divide and conquer strategy to address problems.
* It takes time to integrate the answers to the smaller sub problems that are created when a larger problem is broken down into smaller sub problems.
* The recurrence relation, for instance, is T(N) = 2 \* T(N/2) + O(N) for the Merge sort. The time needed to combine the answers to two sub problems with a combined size of T(N/2) is O(N), which is true at the implementation level as well.
* For instance, since the recurrence relation for binary search is T(N) = T(N/2) + 1, we know that each iteration of binary search results in a search space that is cut in half. Once the outcome is determined, we exit the function. The recurrence relation has +1 added because this is a constant time operation.
* The recurrence relation T(n) = 2T(n/2) + Kn is one to consider. Kn denotes the amount of time required to combine the answers to n/2-dimensional sub problems.
* Let's depict the recursion tree for the aforementioned recurrence relation.

![DAA Recursion Tree Method](data:image/png;base64,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)

We may draw a few conclusions from studying the recursion tree above, including

1. The magnitude of the problem at each level is all that matters for determining the value of a node. The issue size is n at level 0, n/2 at level 1, n/2 at level 2, and so on.

In general, we define the height of the tree as equal to log (n), where n is the size of the issue, and the height of this recursion tree is equal to the number of levels in the tree. This is true because, as we just established, the divide-and-conquer strategy is used by recurrence relations to solve problems, and getting from issue size n to problem size 1 simply requires taking log (n) steps.

* Consider the value of N = 16, for instance. If we are permitted to divide N by 2 at each step, how many steps are required to get N = 1? Considering that we are dividing by two at each step, the correct answer is 4, which is the value of log(16) base 2.

log(16) base 2

log(2^4) base 2

4 \* log(2) base 2, since log(a) base a = 1

so, 4 \* log(2) base 2 = 4

3. At each level, the second term in the recurrence is regarded as the root.

Although the word "tree" appears in the name of this strategy, you don't need to be an expert on trees to comprehend it.The **recursion tree method** is a technique used to solve recurrence relations that follow the divide and conquer approach. [It involves drawing a tree where each node represents the cost of a sub-problem and then summing up the costs at each level to find the asymptotic notation 1](https://www.scaler.com/topics/data-structures/recursion-tree-method/).

[Here are the steps to solve a recurrence relation using the recursion tree method 2](https://www.codesdope.com/course/algorithms-now-the-recursion/):

1. Convert the recurrence relation into a tree.
2. Calculate the cost of each level of the tree.
3. Sum up the costs of all levels to obtain an expression in terms of asymptotic notation.

The recursion tree method is useful for analyzing the time complexity of recursive algorithms. [By examining the structure of the tree, we can determine the number of recursive calls made and the work done at each level 3](https://www.javatpoint.com/daa-recursion-tree-method)[4](https://www.cs.cornell.edu/courses/cs3110/2012sp/lectures/lec20-master/lec20.html).

I hope this helps!

# Master Method

The Master Method is used for solving the following types of recurrence
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Let T (n) is defined on non-negative integers by the recurrence.
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In the function to the analysis of a recursive algorithm, the constants and function take on the following significance:

* n is the size of the problem.
* a is the number of subproblems in the recursion.
* n/b is the size of each subproblem. (Here it is assumed that all subproblems are essentially the same size.)
* f (n) is the sum of the work done outside the recursive calls, which includes the sum of dividing the problem and the sum of combining the solutions to the subproblems.
* It is not possible always bound the function according to the requirement, so we make three cases which will tell us what kind of bound we can apply on the function.

## **Master Theorem:**

It is possible to complete an asymptotic tight bound in these three cases:
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**Case1:** If f (n) = ![DAA Master Method](data:image/png;base64,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) for some constant ε >0, then it follows that:

T (n) = Θ ![DAA Master Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF4AAAAoCAIAAAD4y9rlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOYSURBVGhD7VqxTiMxEM0/5A9SXElHTcGVCKWkgX6/ACoKFFEiOrS6NiXoagqEoKAjxXVIkSiQ0iJyDanu5vSk0cg7tmfXXrIbHR1Zr2fm+b2Zsb2DP7G/l9nj7sHJ52oVG9ib58vl++H23vxtEfZ4EH5MuIxG++/LZW/itjm6eJvvfNsJoxOChtDdH40eZy82cz0bFV11LzSr1efJwe7R6VXPIja7Gw3QCw2BOhgMNpUyADAcow4NEE3MvqTnreGwy+CGw9ShAZzl9Z2Znu5A4NJ93t1dlz4nFWiAZXpU3WcNa0rVhwINQkqv2b0ocHByONyqFnIFGnAsMdHQgkhomInSCRYdmctikYxenR7RVLSu9/c/LeWVHatmDwUazG6ZN5yJJDQ0J2wT7uCj8zTdHIKElVqERbxVKrjQYNK80MjWE/NTAPLHLHsRRp+gIZjOiyK6FcDSMtGcpt+FhkmeUp5gkpeOImcd8drKRSYqhVlDA9R0wLQlt4vinDd6zr9hdiOBVOd3oUHZTi9PEhpZqoAImh1ehmjKJ5SL70VgK0fh8VpK0C3Nhy9kFxpAmBca2VkRHHvbh8g1k+NL44aevA/TitXEFefXfP7x8bsWNI5QXGggvHRonJLEKcxRFmxFLdKC/ZhOqaXwyUoS8HXx6qvHKlLMGgd9HZqwsC1LER1DYD08zGSyOLuYqm8hpx5P/lFMCidqwjiAYU2CBnLjKZgL0WRR9ZLoKV2hmX27LXKdUaO3sm/KGBqnfptYw+qQzGceRuWgrh7DitcDBZEM4WmWGl91JgkaWYxBELmdp5VsVYAZWy11kTJAAzhIBVxl0FylH18Yk0JLw+rlGrVCoXjdPj1fHk+4xUg/vmgpYPu0Vmh8fQ3YQcIZj8eyAW9bTfYIG4/kpBnpa3zj1KMpZIH0PXrjqLK8aO2GfXsop2zDpw1QE0Vh3UOp5YDVJKUkf7wpy/7eVQGaamvmPa+RMlGFA37RsOen2+xtWBalGCexntcwwSSKqnB8id3oUEeG1TvlQ8ytdnEdwYXcqHc2TC+AY72WiRF9CMJ6o8ClJ/281ujfGofVu4fi9r/BfnqNQTYw3eT2komz2ZoKXyKGPiKhjNP3TjdMpXCA8e9r0q8WGlD9C16R9xyquchXWZavl74gjOwmLHd4EWjIJ3k6k93FtUwoL3wCDsShQV9UljdrCaMNo9OLM8vFpgmaNvzr/pz/ofGu0V8xdLHQ7GPgVgAAAABJRU5ErkJggg==)

**Example:**

T (n) = 8 T ![DAA Master Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAAuCAIAAAAqZ+nFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAANHSURBVGhD7Zq/SyNBFMf3f8h/kOJKu6stvPKQlDZncdXtX5BwhYWIZbBSlmsFQfTsJByIaJHu0liIICgIaYVUprr7wiwv4/x48yMx2R02lU52Jvs+8+b73puZ7F/z0QhkDROdQAPF4BVmKA+j23Z783Uy4f1oMnndbLdvRw+JuZsBytHO9vbOkb+deL44u/J/vvpPqlCuzoqImUevlLi8gzJ+edztH8fN5HF/9/FlHNe3ar1mUKbTt4PunlNHbAYAaJ7vv02nVbMw4n1mUGDVxeUwYgjqkoyzzKAMLy+M/g9Ya61WlmXQGnhTb2sDfxsVBDErDWUpofBrB6E3/5I/jZ++ff4KcDZZxWN73YMEVlAJBfYUxblt7cAFEKTPiwKKA3z7eW70qTlVaZ6Vu9i+JRReUJCJdDodEap5Qa2XrIjkU1eDEsrw9LDX/23kLXqSWPApya+fP07+/F3svH3caKObG/i+EAc57M6gHJ6aQ4/sGugPWRlcD2xxquh+t43zcbbNP7Li4G4osmuISLSx1bOpaU2hXA8GskVuKEHzEAdFRHqdNeYDC15kA/JrhLbzJiCMKOOvHgqpnQKFKnWlFg9tdxLRq98lQXFGa0y+DEX4Dk0gQIhvQ9t5IuRxijOWUHQXClo19LCtyA6FAvFa/7RO2RD9G9oeZ0VFoSi7XLSCQtv9axQZX+JQYKpnjbI8KEiFRfhQPrq2KZqieISYcEhMaDtM9axRAqAYTaJGfcVWUFP8axQyp6LLR4ky5Eeh7UE1SuWgYD71PEW06HmKf3tQjaJCQUG4kJrFltEyIZmSN6zKVmtN3pQIzVz154NqlGVDicsXVtXLK6OVJ5M/AImrfVZlvO133UIre77wT4ZL3LFR/aA839/ROhfiz5wfpgbFcyOeP1S1HQlUzRf49/Hao6UhlDRBH7pee7QOTeF386kzv2vtLIXr4i9e5z5kDO8IqZ37wGynHDhFNLUTQkDhj35kg/Hk3f1zqoICu7xuHYCIXC4bLzl5qlItZOXd/RSx9aC8t7yRKdAY85Q04o6wfTE3mZJREzMUtCI9C7rhZfSvWiwTR56ifA0u/rcjg24N1gJWc4/WME0NlAaK3+ptPMXA6T8mk9q8k8z3pwAAAABJRU5ErkJggg==) apply master theorem on it.

**Solution:**

Compare T (n) = 8 T ![DAA Master Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAAuCAIAAAAqZ+nFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAANHSURBVGhD7Zq/SyNBFMf3f8h/kOJKu6stvPKQlDZncdXtX5BwhYWIZbBSlmsFQfTsJByIaJHu0liIICgIaYVUprr7wiwv4/x48yMx2R02lU52Jvs+8+b73puZ7F/z0QhkDROdQAPF4BVmKA+j23Z783Uy4f1oMnndbLdvRw+JuZsBytHO9vbOkb+deL44u/J/vvpPqlCuzoqImUevlLi8gzJ+edztH8fN5HF/9/FlHNe3ar1mUKbTt4PunlNHbAYAaJ7vv02nVbMw4n1mUGDVxeUwYgjqkoyzzKAMLy+M/g9Ya61WlmXQGnhTb2sDfxsVBDErDWUpofBrB6E3/5I/jZ++ff4KcDZZxWN73YMEVlAJBfYUxblt7cAFEKTPiwKKA3z7eW70qTlVaZ6Vu9i+JRReUJCJdDodEap5Qa2XrIjkU1eDEsrw9LDX/23kLXqSWPApya+fP07+/F3svH3caKObG/i+EAc57M6gHJ6aQ4/sGugPWRlcD2xxquh+t43zcbbNP7Li4G4osmuISLSx1bOpaU2hXA8GskVuKEHzEAdFRHqdNeYDC15kA/JrhLbzJiCMKOOvHgqpnQKFKnWlFg9tdxLRq98lQXFGa0y+DEX4Dk0gQIhvQ9t5IuRxijOWUHQXClo19LCtyA6FAvFa/7RO2RD9G9oeZ0VFoSi7XLSCQtv9axQZX+JQYKpnjbI8KEiFRfhQPrq2KZqieISYcEhMaDtM9axRAqAYTaJGfcVWUFP8axQyp6LLR4ky5Eeh7UE1SuWgYD71PEW06HmKf3tQjaJCQUG4kJrFltEyIZmSN6zKVmtN3pQIzVz154NqlGVDicsXVtXLK6OVJ5M/AImrfVZlvO133UIre77wT4ZL3LFR/aA839/ROhfiz5wfpgbFcyOeP1S1HQlUzRf49/Hao6UhlDRBH7pee7QOTeF386kzv2vtLIXr4i9e5z5kDO8IqZ37wGynHDhFNLUTQkDhj35kg/Hk3f1zqoICu7xuHYCIXC4bLzl5qlItZOXd/RSx9aC8t7yRKdAY85Q04o6wfTE3mZJREzMUtCI9C7rhZfSvWiwTR56ifA0u/rcjg24N1gJWc4/WME0NlAaK3+ptPMXA6T8mk9q8k8z3pwAAAABJRU5ErkJggg==) with

T (n) = a T ![DAA Master Method](data:image/png;base64,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)

a = 8, b=2, f (n) = 1000 n2, logba = log28 = 3

Put all the values in: f (n) = ![DAA Master Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGwAAAAlCAIAAAAoU5s+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPTSURBVGhD7Vo9TxtBEPV/8D9wQUlHTUFKRE0D/fEHwA0FiimtdIjeJREdokERFBQpnCoFEh0SkaJIyKbBVTLSkybD7ux6zjd3NhhXfKxn571587F71/rr/Xl8uD+/uPW2Omd7txfn9w+PKSdavt4Rg0Vx/DKZ+Jqdu7XJ5OW4KFI8epI4Hj8Vn4qn8XjumOtwgPSxubajovMk8eRw9/Tsqg4AC2Lz6ux09/AkdsaNxEygFoSC6m5Qqu2sbcZJ7UYiyVCNUsb1lE/V0dZnQYXpQyLJcLXdvhne2b2nUn2wvdFur2a6nt1aYyvvhjexzz4kUrHodLbKtpR8y2uMl1IbQS5B6XcgEZra2D4oO9lIEim1tzqdVqsl4wyP6Y/42MsFrJGpy2+XqZYacEc64I0yKQXLAVgHEgHVjpC9ZxJlcWRRw13gKVVwyZ/1lXWqEoiuxTFuu3JTVaFqFUqSGKiAopSKD5WJUjKJSSQLHFuGIdu9XJDPPoBkV41TFy2zF3RaHLChkMiZJe2CKbXwIRFmmBBZiWSBSQQLZE3SEQ9ohERtSuQnS0+WCyAPPrySIRtlG+ANSeRqEjdNaDPmMY6MsVQzSELOZiV3nA1xwU2dL6WmZGwyLpXtihCNpPsViQCQkRW+LyHxV+zpoNZEKn9wi7OYwvl5/0uqWZEnvV4vLjJMojE/ZBFUx5eYfSSlJOEVifh3ZnZjaTBlVUiEhLEdWw4kKRNQbkrXAf3BV5m8QAsI0AHsT60zxr7MbE4hEbtmhhWmLK4mqhIDOeBX44BNGrm+HrLrxPJRf4Bf+WcyOJUjY22xL4vbw38lGosriGa9qF0IQwkUAcq4XajDqgogaKxBsaOYzevSqDkSiReeS0fPI76MgwcW+XB4EAypdETCqGi7xIwrGyWRRTfoH3Gvn7mVGxE2sMyfxExjoYJFYul291hEENcMp+wGqLFv4d9YUiTGLYhbp2WgtUNqfmXVEUdtI+okoU7m7yCXVSnow3ZKLPGwTUbVsTZuIOr9R/M6qr5jjDc89mUaX+rYp15AkOiC2se0Po9GZS/NqiN3tDD7BQToV3sCyJUjOkQXyBlXBt9//ujudX/9/uOIqmFT8d1H8iqMz09yZlbdRQ+R/OK7wRkmmNIbRu61nXoD7XApi7I4r9HXix2jHSSZ/+MBHGbLPqgyOr1oy2p8UIXD8lsfAC0Bq/GRKcRofCRk8XUx19T+8B5itNwsLCZBFq/i60t8y6exwNZbfKPBwh2jS72u5Ukikvrj1Tp7YJIrP17ydCBxCU04p/MSMujcWJaTQUL9Dzn6GTDWOYjBAAAAAElFTkSuQmCC)

1000 n2 = O (n3-ε )

If we choose ε=1, we get: 1000 n2 = O (n3-1) = O (n2)

Since this equation holds, the first case of the master theorem applies to the given recurrence relation, thus resulting in the conclusion:

T (n) = Θ ![DAA Master Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAjCAIAAABJt4AEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAALxSURBVFhH7VmxSmtBEL3/kD9IYWlnncJXirWN9vf9gNpYqFiKnYitpWD3wEJEC7uX5hVPIRBBSCukMpUeODBOZvfu7l1NXMRUkuzOzJkzc3Z2rV4bPlfnJyfnV02/lvD98c7Gbf/BG0nl/fahf7uxc1xC6IEYJpOXg7oePI3cNR5U4/Hz+tKKd3VpOEdPg7o+eJlMTGAeVKi98okiDNC1tbbsdopFBaJWu92mei2NK8QDDrrd1efxWMdmUaGjOp3FtuWHSugt9Nru+pQcwfVip2NosKggLMtrW26lBiIgvRm5+BRULELTMlOoGF9GU30hV0gNmDBFOIUK5VdVVcYxpVExNbCj2aNl+SS6EFN7p6cBWQYqWNZFOIUKnfdBVKwHOpAU6qMiXWB1h4d3uWFPoXJBJ5a+cKVJk7/1cWniQ+jeNkYi6l+1KBt2BWSZhaAb5x0V02yobItKJ9gghFLBuGkARH9z03e96HkNdlaW1o126y1EpbNjUeVJmQDQeiM84Mv9zSOvrj7+/7e9/dtNpcx4Lg9uCkKosgVaSCYPPEA0LbJA1ELK6exw9/LuL7bsHp656WddRbudHnUVvHOVjSpapUB1fz+QZYJByg/JTlRFr6/WqKgfumqFivTD2lxqpPVHwyG4NcIQzZG7oDUqmNCtgoAIxj34wlcG6hA/Qgujyetk7S6EitXv+mBZoxMk5VyZzlVG+lttIaqQBnrlCI14fX1hcpwxWLWKNX1xSAM5DRhULL+FXk9rlLCX7nimK0OnMO8qZmLiBi2aLD/3SjPTuMPGIxOTO926tGTP9bOD7QYZuol4aSHyoi7LkZsIW0vEhNpiVIEmhqOhnj5nx0PUcvzWCBN6PHVpMcNR1OUcFiTd8Nk2H5lf5oDETIzx1xgqYTknbDRH6Ij4yxmsBN5Eoz7mvKDp6uV/kW56E51z0FF3TU/tflSUjcK7K/D/jUZUAHb35+JLHi6jFEWTHkKVYr3MNT+oyuTFF9X35OoNxwjNk701S0wAAAAASUVORK5CYII=)

Therefore: T (n) = Θ (n3)

**Case 2:** If it is true, for some constant k ≥ 0 that:

F (n) = Θ ![DAA Master Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIQAAAAkCAIAAADHOgUeAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASMSURBVGhD7Vq9ThtBEPY7+A1cUNJRuyAloqaB3k8QKgoUKK10yD0liC5ygyxTpHSTIkJCIhKSI0WREE6Dq2SkkYb17Mze7NyeccDXgXd3Zr9v/u9af5XndnJzcHSm/br+vw+Bs6ODm8mttrcl/jB9uOv1Tp/nc5/I9S4NgdnscX9r5+5hKi4QyJjPn097PW3DGuiaCCRCjkAGrN7eO1y7RU3Qte1g64d722Kw4mTg0sHFdZYqae/LOuo9LL6+GIjmzsmAbNHd6GbFKOSv3d7M2vW/gA5xotVqlQ0VGsicDCCt09l9nM2ywHrbaQb4yA0VafQgkOx2OvGZC2SgjTusICQDJYE1hb4CtrDZbsM/8TEWzXgUnDMcDXe29nNNJMueEovP+8dlnV7DeYEMhMyIVKg9kREmD3IyxBRTFhTaxvPJl1F1465SBNA5oHzvQ+/n71+gA1pSES8BHOLAvkAGxkeHMCIjrMSIA4CV7NpYqrGSA1TXtCLvKWu8RAYof9w/hz8vB4OCrgmWClCzmmqBDHGFxdaIjLBOoMIsRBYWWGw8LMYTCQmth4VEi8L2NaAwQJbunO2n0UqEmlnYAhkgMqbLIin0DMr/IQeUM1hCEr0VoxlZjVYIomKN1nJ4OPKdGGNYIGJr0IyYXb6QQYIdUsOcAekBZVB0gkjy6eNnsYvU5i5EhmhBLF01V1iTeok46WACtogV8wsZdYIvuhRmJHIC5iJUSoVWBlifnJzEdkfxBxwZD9dyRqOeAeqhXEx1T3+ehsORD322C1FicaIMGZVl9Xg8iVMi+lP//LLOhFgjgxXTsbuHIUjrWMlB61iqCA6qx1q6CjLQKuEhDrXon+CD+TjdkAoVMkCH0YlkwIGEL4EeBmgEly6FwRAfS30h6pmFlYcMkIp6o4qUS0GwvVGnNpBlQixUsJB3V40xGRjiQleI0yGrGxk3DpvALXasnGSQ3mS/7kZdjJs1h1qMDPwzNhSWMFndWCrx2LFykoFOMBpdUQp1N+pui0tsZDiibcZkoM5EPCvSSpFhx6oigYulLd5to9vFLhQfd2+4BDJEi6MAwhIJcSZW/bnaZmFVUdqC7Ljpwz2hoWlxIFf1UuuZUTMPICmxx7BM5hgCsStkYVXR9JHJh2rFThDmqFKA1jlHzBlxX8LUToxY3MpkYSWOAVODQtEJ4lrFrX2RjVo1xdIGqB1WCr7XNpWpKxaqzVGqB4UsM4uJGnPU/fS+Tj1ahAY8RMy9GG9ZbxR7fDgUqNlk5GJVPUJnNWuiYLc3GQVxj49KvLOigYo402UJI2TFlzyysNJ6gzKvXRtFvInDtdmlccJfUyXTa1eQ4fggoaZmy9+eyN5w/asvX5tWyfpBAnqQz1WbvkOp81kyD4+djMfuwYxdPeunOnCi8c2oXfaqrdR6kTrzSvsdw3dubJf8eaf2yZtd5OqvpCErZe/lxIOErasfPr/ipzGrT6Rbw3SzKZOBwco92Xfr+uY34lsD7ZoqGbDhx/dvDX3/8uZBFy9Y+WViioz3Cdkr3npNxiuCz0WvyVghMv4BRfICn/a/pqQAAAAASUVORK5CYII=) then it follows that: T (n) = Θ ![DAA Master Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAAAgCAIAAAC+d1xxAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAARKSURBVGhD7Vq7ThtREPU/+A9cpKSjpiAlQigVDfROHwENBSBKRIcsty55dMgpEDIFXdykCEhIREKioEFyhavkSCMN45m7d2evd+MA68qy72vOmceZu9v4E/qMRs97G4cv43Hw3/rHNASAavtz+3k0Ck5v2F/H45fDjb2sCWmHqGcRAo8Pd+32ftDFA0xcHHc6xxc1dhUhcLS9fjW8tYtrJhBBa/NLdw+PFZ2jXhZhsTS/ZlOOZuJ2eLW4uumvEO+AOeSARqMR9FPrN/DoKRMGkv/m6qLdboIJGrS+feT3XJys2Zx76zF00ul46iJxNiUTwBagWXefYAKBM9dsFtoJ5O2322+aiYhQhHW9bk9miFKKKBax7jvBBFKTP04pbiQT5DLsNRRh9Eurtex3ut1ud7nVCqYLWtO5mjOyYTWcj2xX5lfERBDnCSYSUg0zwfqMAgs4ghgkOn/Q0HjAhy9BrGllP69OJnoHO4jp4WBgfaUiJsgQVQVemUhzNwZahi2VNTAfZCIoCqTQpolBHNMOGaGEsN799kXmZBnNFCj4sJcUyt5ZjTOCXpWKVyaQLvF30cCXTDB8xArbo2DFRoPBUB2RVXaWtOBkWG52ggesrKycnp4GG66KYoKgrooJmLTwaQFhztxQ/rVO8fvXz62tryojExO5Lp87wJmReBicBvuyFr+7uZH1uVImlNO/xgQlL0kUV2Dp7CpN0xiaxeOp2HJaV8oPefn79Q/8u3PQk4hgGBRF/7JvcygPy2ICRKo0IinJOgnGUJEgZWkVqmJCSRLLugcxkjmIbCWfYkw8PT3RHE41+MIFOdf74Pusbi/7ffI1Tk1ZERNf1jJBkc6+QrJEupuU5pKSQm1TrrE0wIlYYSawNAwj6th3nEpXSiZZGB7v7yFR4reS8QKr6gR8WYU5OSYDrQbY8U6UncM8iKUwQd3gSe+A1b1f6bJCtx6a3JarmFABQWBJ6WFjqNDdhhN9OcyDWA4TVjvRBEgLLrzBop9w3OQpCtmgMFd2KtcJ9rfJ51ETnYgFZWqsn7A1nNx8ekGdbLligs5jM75EX8ZN1Z7kRKwwE9Z9KnUoDz3BmFB1wmYkzpMs8zx7JYxxIpbTT5CS4wxO9khRa39JOOuUUyzKVn2SnRy4kY59ysMEU5MHsZzbDlJK3HApe/Avy0HWUeVa4lktS8XKPlHdOctWI9JzeHaPj/Ejln8DKNdiNcbbB28rpzfAvwIdj9FkOaeuiVQZkz0Ez1Udvv8MkZF+xPJvxcmkKlqeUkxNWwQA2Qv2tL4y7QB2Vv6TIkpQhZ6elnW4itbJepdC9v8VbZ21bNYV5zt/o0D124TOP6vhQTK8bxTM/KCle6itE7NNv1nPX8Nvnr31R9Ol01nWgpFn5gEmsGv9NmZZ0Mt1UCEiL1eGmaDu4ez8uooDfdg1r8/PIi/BZDLxYfGaleE1E7NCXu9bM/G/MPEXZ7AHSiN6HvIAAAAASUVORK5CYII=)